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Abstract

Data center applications keep scaling horizontally across many machines to accommodate more users

and data. This makes the communication performance requirements even more stringent, i.e., higher

bandwidth and lower latency. The increasing link capacities address the bandwidth demands, but

the latency requirements necessitate more sophisticated solutions.

In this thesis, I observe that the transport layer is the only layer in the networking stack

to impact latency both at the end-hosts and the network. The way it handles packets sets

the end-hosts processing delay. And its congestion control determines the queuing delay in the

network. Hence, I study transport layer designs to push both latencies down to their physical limits.

First, I argue that end-host latency can be minimized by o✏oading the transport

layer to NIC hardware, but fixed-function chips prohibit custom solutions for diversi-

fied environments. As a solution, I introduce nanoTransport, a programmable NIC architecture

for message-based Remote Procedure Calls. It is programmed using the P4 language, making it

easy to modify (or create) transport protocols while the packets are processed orders of magnitude

faster than traditional software stacks. It identifies common events and primitive operations for a

streamlined, modular, and programmable pipeline; including packetization, reassembly, timeouts,

and packet generation, all expressed by the programmer.

Next, I argue that network latency can only be minimized with quick and accurate

congestion control decisions, which require precise congestion signals and the shortest

control loop delay. I present Bolt to address these requirements and push congestion control to its

theoretical limits. Bolt is based on three core ideas, (I ) Sub-RTT Control (SRC) reacts to congestion

faster than one RTT, (II ) Proactive Ramp-up (PRU) foresees flow completions to promptly occupy

released bandwidth, and (III ) Supply matching (SM) matches bandwidth demand with supply to

maximize utilization. I show that these mechanisms reduce 99th-p latency by 80% and improve

99th-p flow completion time by up to 3⇥ compared to Swift and HPCC even at 400Gb/s.

iv



Acknowledgments

Writing a PhD thesis is a very long process that is full of ups and downs by its nature. Therefore,

having people to support me throughout the entire journey was the absolute best thing I could hope

for. As the famous Harvard Study of Adult Development1 suggests, my warm relationships with

these wonderful people will be more important than any technical work I can produce. It is now my

honor to show how grateful I am to have them by my side as I write this thesis.

First of all, I would like to thank my advisors Nick McKeown and Sachin Katti. Despite things

like the COVID-19 pandemic and their retirement from Stanford, I always felt that I could reach

out and ask for any kind of help. There is certainly no limit to what one can learn from them.

It was also a privilege to have Balaji Prabhakar, John Ousterhout, and Chris Piech on my PhD

committee. They have always intellectually inspired me to become a better researcher and engineer

I am today.

Next, I was extremely lucky to have phenomenal lab mates who mentored me, eased the di�cult

times, and celebrated the good ones with me. I have shared so many unforgettable memories with

Sundararajan Renganathan (my photo booth partner), Evgenya Pergament (my running partner),

Bruce Spang (founder of our congestion control club), Stephen Ibanez, Alex Mallery, Theo Jepsen,

Ali Abedi, Jenny Hong, and Catalin Voss. It has always been an amazing experience to watch them

create groundbreaking research in our field, and I am confident that they will continue to do so in

the future as well.

Creating an impact in the field would not be possible without my admirable collaborators

Changhoon Kim, Muhammad Shahbaz, Nandita Dukkipati, Gautam Kumar, Yuliang Li, and Jeremias

Blendin. The work you will read in this thesis exists thanks to their guidance, vision, and ability to

answer my endless questions.

Another crucial piece of support was from our lab’s admin Bisera Rakicevic who was always very

1
https://www.lifespanresearch.org/harvard-study/

v



quick in responding to all sorts of logistical inquiries while bringing “börek” to the o�ce every now
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Chapter 1

Introduction

Since the creation of the Internet, continued advances in online technologies are shaping every aspect

of our lives. Social media applications such as Facebook and Twitter have defined a new way we

interact with each other. Video conferencing solutions like Zoom and Teams have enabled remote

work arrangements. E-commerce sites such as Amazon or Alibaba have made it easier to consume

goods and services. Digital streaming platforms like Netflix and HBO Max have changed the way

we are entertained. Finally, artificial intelligence products like Siri or ChatGPT are helping us with

our daily tasks or problems we face. The list can be extended much further.

Almost all such innovative applications have one thing in common: Their software runs in data

centers around the world. This means they can scale much more easily compared to running on the

personal computer of a person because data centers are comprised of millions of servers that are

very powerful in computing. Developers simply need to design their application in a distributed way

so that it can utilize multiple servers at a time. However, this is easier said than done.

The workloads in data centers constantly evolve towards larger-scale, highly parallel applications,

and application developers expect the communication between distributed compute and storage

nodes to keep up with the workloads. For example, machine learning models have grown so much

that they can no longer fit in a single GPU server, and they need ever-increasing quantities of

data for training [56]. As a consequence, various distributed training libraries have been developed.

These libraries partition the model and/or training data across multiple servers and communicate

intensively between those servers when necessary to aggregate and consolidate results [159].

As a consequence of distributed training, the demand for network capacity has increased im-

mensely, with some arguing that it is now constrained by the communication data rate between

1
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servers [171]. There is therefore an enormous amount of investment taking place to increase line

rates, as well as increasing the number of links, by increasing switch radix and thus the richness of

interconnection. 100Gb/s links are already abundant, 200Gb/s is gaining adoption, and 400Gb/s as

well as 800Gb/s Ethernet will be here soon [69].

In addition to high bandwidth, some applications need low latency communication [14]. In the

context of networking, latency is the time it takes for a unit of data to travel from one point to an-

other. For instance, consensus protocols require all participant nodes to receive and acknowledge the

most recent message as quickly as possible in order to be able to reach a consensus [2]. Applications

use such protocols for parallelism techniques such as memory coherency, e�cient load-balancing,

and in-order transaction processing.

In most cases, the performance of a low-latency application is determined by the tail in the

system. Instead of the average or median, tail latency refers to the maximum or worst-case latency

observed. In applications such as task scheduling [77], ML inference [28], and distributed sorting [75],

it is important to ensure that even these outliers are within acceptable limits to provide a consistent

and reliable user experience.

The tail latency becomes especially challenging for applications that typically send huge numbers

of Remote Procedure Calls (RPCs) between large groups of servers [79, 154] and finish their processes

only after they receive responses to all of the RPCs from the network. Accordingly, the Service

Level Objectives (SLOs) for these applications tend to place stringent requirements on network

performance.

In this dissertation, I introduce work that aims to minimize tail latency in data centers. Specifi-

cally, I present new primitives, mechanisms, and insights into di↵erent dynamics that generate delays

in delivering data to remote nodes. To achieve this goal, I start by partitioning the communication

latency into two parts and address each part individually.

The First part is the latency generated at the end-host. When data is emitted by an application

for transmission, the underlying operating system processes this data along with any communication

state. This process involves writing the data onto the network interface card, dividing it into small

chunks with packet encapsulations, and keeping track of the state for the communication protocols

(e.g., IP, TCP). Similarly, on the receive side, the end-host processes the incoming data to figure

out the receiving application, writes the data into the memory of the correct core, and transmits

control signals such as acknowledgments.

All this end-host processing takes a non-negligible time before the data can be serialized into the



CHAPTER 1. INTRODUCTION 3

network or handed to the receiving application. For instance, sending 1KB of data, including packet

headers, over a 100Gb/s network with a single non-congested switch between the end-hosts would

incur the following latencies: The packets would take 80ns to be serialized onto the links at each

hop – the sender and the switch – a total of 160ns. Assuming 150-foot-long fiber-optic cables, the

propagation of the data over the links would take around 150ns per link, a total of 300ns. Then, with

a rough estimate of 500ns packet processing latency in high-speed switches, the total networking

latency in this case would be 960ns. Therefore, even a fast end-host kernel latency of 5µs [128] at

the sender and the receiver would constitute over 91% of the one-way latency for the data transfer

between application threads. Note that propagation latency is purely governed by the speed of light,

and increasing data rate only helps serialization latency, but not the others.

The second part is the latency experienced in the network. This latency typically includes queuing

delay at the congested switches in addition to serialization, propagation, and switch processing

latencies. When the instantaneous demand for a link exceeds its capacity, switches store the incoming

packets in bu↵ers until they can forward them through this congested link, constituting the queuing

delay. Depending on the size of the bu↵ers and the instantaneous demand, this queuing time can

sometimes be as high as tens of microseconds.

Clearly, minimizing overall RPC response time as the bandwidth demands increase depends

on minimizing latency in both the end-host and the network. The transport layer of the data

center networking stack has great potential for this goal as it can a↵ect both the end-host packet

processing latency and the in-network congestion. Hence, the work presented in this dissertation

dissects the transport layer and explores ways in which the latency can be minimized. In particular,

two strategies are pursued: (I ) The Use of NICs at the end-host that run transport protocols in

hardware, for minimal processing time; and (II ) The use of congestion control algorithms that are

smart, for minimal queuing delays as the packet traverses the network. Next, I discuss in detail how

these strategies can minimize latency.

1.1 End-Host Latency and Hardware O✏oading

To reduce processing time on the end-host, many proposals have focused on redesigning the network

interface card (NIC) (commercial products [32, 36, 112, 113, 125, 132, 166] and research proposals [8,

45, 58, 62, 79, 83, 93, 98, 99, 104, 107, 154]). Indeed, latency can be minimized by avoiding OS-

specific, mostly non-deterministic, software overheads and placing the transport layer in hardware.

For example, eRPC [79] is a software design that combines many software techniques to reduce
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median RPC response times only down to 1� 2µs whereas NeBuLa [154] is a hardware design that

reduces RPC response time below 100ns by integrating the high-speed NIC with the CPU, bypassing

PCIe, and placing arriving RPC requests directly into the L1 cache.

The current fastest reported combination of a whole system— a low-latency NIC with a transport

layer — is the nanoPU [62] designed by the McKeown Group at Stanford University which I am

also a part of. Instead of placing incoming RPC data into the L1 cache, nanoPU introduces a

direct message interface to the CPU register file, so that applications can access the incoming data

even faster. To do so, it proposes a thread scheduler and a fixed transport layer on hardware that

can process incoming packets before writing the correct piece of data onto the correct register files

on the CPU cores. As a result, it achieves a 69ns median wire-to-wire RPC response time with

a 7ns of one-way transport layer latency. This may be tempting to think that there is not much

room to reduce latency further since the nanoPU processes packets entirely in hardware, right up

until the RPC request starts processing in a thread. Yet, evolution in the network continues (i.e.,

increasing line rates and emerging applications), which means the end-hosts will likely need di↵erent

networking protocols in the future for optimal performance. And, if the transport protocol is baked

into fixed-function hardware, it will be an expensive and time-consuming task to modify it.

The design of the congestion control algorithm is the part of the transport layer that has the

most significant consequences for network latency as the workloads and infrastructure evolve. The

jury is still out as to which algorithm is the best, but there may not be a single best algorithm;

rather, the notion of the best likely depends on the particular data center topology and the specific

distributed application [142]. For example, §3.4.2 presents scenarios where NDP and Homa are each

better than the other. Consequently, the minimum latency can be sustained only in environments

where network owners can frequently change/update the transport protocol to minimize congestion

delays of the evolving tra�c patterns in their unique networks. Hence, a programmable hardware is

the ultimate prerequisite for the task at hand.

1.2 Network Latency and Congestion Control

Once the packet processing latency at the end-hosts is minimized, the next task is to determine

what it takes to minimize queuing delays in the network. For this purpose, many proposals designed

new low-latency transport layer protocols [5, 6, 13, 29, 49, 57, 54, 119] and congestion control

algorithms [1, 4, 91, 102, 117, 175] that utilize unique congestion signals and mitigation mechanisms.

For example, NDP [54] mitigates incast congestion by trimming o↵ a packet’s data in congested
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switches, sending only the header to the receiver, and allowing the receiver to decide when the

packet should be resent. In contrast, DCQCN [175] relies on Explicit Congestion Notifications

(ECN) marked on packets to figure out congestion in the network. The DCQCN senders set their

transmission rate based on the frequency of reflected congestion notifications.

One factor that determines how accurate the congestion can be mitigated is the granularity of

the congestion signals used by the algorithm. Most congestion control algorithms rely on end-to-end

signals to figure out how congested the network is. For instance, the only congestion signal for TCP

used to be the absence of delivery acknowledgments, i.e., packet drop; a binary signal that kicks in

only after the congestion is well underway. Plus, a packet drop may also capture events that are

not related to congestion, e.g., link failures. These cases may lead to incomplete information at the

senders about the state of congestion in the network.

More recently, the trend has been towards using Round Trip Time (RTT) as a congestion signal

instead (e.g., Timely [117], Swift [91] and BBR [25]). But RTT is also a noisy surrogate for conges-

tion; it contains a valuable signal about congestion at the bottleneck but also includes noise from

the queuing delay at the non-bottleneck switches.

Taking a step back, it is worth asking: Why don’t the switches and routers simply tell the actual

congestion they are experiencing? After all, they must keep track of the precise occupancy of

their queues anyway; they can directly tell the end-hosts. Conventional wisdom used to say that

extracting queue occupancy information from the switches is too expensive in terms of additional

bits in headers, or complexity and power consumption. Today, having switches report this precise

value is quite feasible, with negligible increase in power or capacity loss, allowing the end-hosts

to make more accurate decisions when minimizing switch bu↵ering. Hence, utilizing such precise

congestion signals for making higher quality decisions over emerging workloads is a prerequisite to

satisfying SLOs of modern distributed applications.

For instance, HPCC [102] is designed to collect queue occupancy information from the switches

using Inband Network Telemetry (INT) [88]. The collected information is used to calculate the

link utilization over the last RTT. If the link is found to be underutilized, the sender increases its

congestion window size (cwnd) to send more packets in the next RTT. Otherwise, cwnd is reduced

to allow the congested switch drain its queue throughout the next RTT.

Unfortunately, collecting accurate congestion signals is not su�cient to minimize tail latency in

the network. Collecting such signals as early as possible is also very important in making timely

decisions to mitigate congestion. For example, in §4.2 it is shown that HPCC’s RTT-scale signal
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collection and decision-making make the algorithm less stable during flow arrivals.

Moreover, most congestion control algorithms are designed to linearly increase their cwnd in the

absence of a congestion signal to capture available bandwidth, if any. This feature is also used for

fairness among senders in the network [176]. However, this routine cwnd increase implies that senders

continue transmitting more and more data towards the congested bottleneck until the congestion

notification is received. Therefore, the notification should be delivered to the senders as soon as

possible to prevent larger amounts of congestion in the network.

The ever-increasing line rates in the data centers raise the bar for how early should the congestion

notification be delivered to the senders. Higher line rates imply that more data can be sent before

receiving any feedback about the state of congestion. When the earliest feedback is delivered after

1 RTT, the amount of data sent before the first feedback received is calculated as the Bandwidth-

Delay-Product (BDP). Higher bandwidth increases the BDP, making more flows fit within a few

BDPs. Such short flows tend to be extremely sensitive to congestion because any queuing in the

network can delay their completion time significantly compared to a non-congested network case.

Ironically, since these flows are short, they also leave less time for congestion control to kick in,

inducing burstiness [164, 170].

For instance, current congestion control algorithms cannot even chime in for RPCs smaller than

a BDP because the feedback is inherently delayed by one RTT, putting more pressure on sustaining

SLOs. These SLOs are likely to evolve and become even more challenging for upcoming workloads

such as disaggregated memory and ML. Hence, sub-RTT feedback loops are the ultimate requirement

for controlling queuing and under-utilization at high line rates.

1.3 In This Dissertation

This thesis presents novel solutions to both fronts (§1.1 and §1.2) for reducing latencies in data

centers. Before diving into these solutions, however, more background on transport layer protocols

and congestion control algorithms – along with a discussion of related work – is provided in Chapter 2.

Next, Chapter 3 introduces NanoTransport, a hardware design for minimal transport layer la-

tency without losing programmability. It is designed to run in an ASIC and programmed (in the

field) using the P4 language, which can achieve ⇠10⇥ faster packet processing compared to FPGAs.

P4 pipelines are already used in modern commercial NICs [112, 132, 166], and an industry group is

creating a standard portable architecture for P4-programmable smart NICs [44]. Inspired by these

architectures, nanoTransport lists a common set of triggering events (e.g., packet arrival, timeouts,
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duplicate ack) that are shared by a wide range of transport protocols. These events are exposed to

developers via P4’s simpler, widely accepted abstractions, which enable developers to trigger them

in a programmable fashion. The resulting design processes incoming and outgoing packets in fast

PISA pipelines with nanosecond-scale median and tail latencies, o✏oading work from the CPU.

Then, Chapter 4 introduces Bolt, a congestion control algorithm that harnesses the power of

programmable data planes to design an extremely precise congestion control mechanism for ultra-

low latency at very high line rates. It collects congestion feedback with absolute minimum (sub-RTT)

delay and ramps up flows proactively to occupy available bandwidth promptly. To achieve this, it

applies the “packet conservation” principle [70] to the tra�c with accurate per-packet decisions

in P4 [23]. Small, per-packet cwnd changes, combined with the fine-grained in-network telemetry,

help limit the e↵ects of noise in the instantaneous congestion signal. With Bolt, end-hosts do not

make implicit estimations about the severity and exact location of the congestion or the number

of competing flows, freeing them from manually tuned, hard-coded parameters, and inaccurate

reactions.

Finally, a broad discussion of the future directions in low-latency transport layer research along

with the concluding remarks is provided in Chapter 5.



Chapter 2

Background and Related Work

The transport layer is the interface that regulates the interactions between the applications and

the network. However, little research focused on it until the infamous Internet congestion collapses

reported in 1988 [70]. In fact, that same year, Clarke’s retrospective on the Internet design [33]

surprisingly did not even mention congestion. Instead, he highlighted the benefits of not assum-

ing reliable delivery in the network. There was clearly a desire to keep the network simple and

streamlined, and little attention was paid to congestion or packet loss.

It soon became clear that the demand for applications with reliable delivery was increasing, i.e.,

file transfer, and the unreliable datagram service of the Internet Protocol (IP) would not be enough

for this demand. This led to the redesign of the transport layer so that it could handle higher tra�c

volumes while meeting higher performance standards at both end-hosts and the network.

In this chapter, I describe the purpose of the transport layer, various implementations, and

techniques to achieve high performance. I also summarize the vast array of proposed congestion

control algorithms and transport protocols. I compare and contrast many proposals, focusing on

di↵erent approaches to signal congestion and methods to mitigate it in the network. I finish by

summarizing the limitations and weaknesses of existing work, which led to the designs presented in

Chapter 3 and Chapter 4 that drive transport layer latency down towards its physical lower bound.

2.1 The Transport Layer

The transport layer is one of the layers in the OSI (Open Systems Interconnection) [37] and the

TCP/IP (Transmission Control Protocol/Internet Protocol) [26] models, conceptual frameworks that

8
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help us to understand and design computer networks. This layer plays a crucial role in distributed

systems by providing end-to-end communication services for applications running across a network.

The primary functions of the transport layer are

1. End-to-End Communication: The transport layer establishes, maintains, and terminates con-

nections between two devices; typically identified by IP addresses and port numbers. It can

also create connectionless communication (e.g., via UDP - User Datagram Protocol [133]) in

which data is sent as independent datagrams.

2. Segmentation and Reassembly: Large messages or data streams are divided into smaller seg-

ments at the sender for e�cient transmission. Then, these segments are reassembled into the

original message at the receiver before being delivered to the application thread.

3. Reliability: For applications that require reliable and accurate data delivery, protocols like

TCP (Transmission Control Protocol) [19] ensure that data is delivered to the application

correctly and in the correct order. To do this, the sender assigns monotonically increasing

sequence numbers to each segment, allowing the receiver to identify missing segments or to

deliver the segments to the application in the correct order.

4. Flow Control: The transport layer ensures that data is sent at a rate the receiver can handle. If

more data arrives than the receiving application can consume, the receiver can get overwhelmed

and drop data. The transport layer prevents this with a backpressure signal from the receiver

to the sender in which it communicates how much space it has to hold new data, called the

receive window (rwnd).

5. Congestion Control: Similar to flow control, the transport layer also ensures that the amount

of data sent does not overwhelm the packet bu↵ers in the switches and routers along the

network path. For this purpose, the congestion window (cwnd) identifies how much data

can be outstanding; i.e., how much as-yet unacknowledged data can be sent. Based on the

congestion signals collected from the network, the cwnd value is readjusted either to reduce the

amount of outstanding data or to increase it. However, the actual amount of outstanding data

is the smaller value among the rwnd and cwnd, to avoid overwhelming neither the network nor

the destination host. Note that maintaining rwnd and cwnd values separately is just a design

choice for protocols like TCP. Some protocols merge the two concepts into a single state variable

whose value is updated both by the congestion signals and the receiver’s overload feedback,

e.g., Homa [119] and NDP [54].
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6. Error Detection and Correction: The transport layer is also responsible for error detection

and, in some cases, correction. It uses mechanisms such as checksums to verify the integrity

of the data during transmission.

Although these functions were originally implemented in software, it is increasingly common for

Network Interface Cards (NICs) to o✏oad a subset of these functions into hardware. Running some

functionality on the hardware usually helps gain performance benefits and free up precious CPU

cycles. However, hardware implementations typically bake the protocols on the chip, making it

hard and expensive to modify or update them when requirements change or bugs are discovered.

Hence, the battle between software-based and hardware-based designs continues with middle-ground

solutions, e.g., programmable SmartNICs [144].

2.1.1 Software-Based Designs

The default approach to running the packet processing and the transport layer has long been through

kernel implementations in software, e.g., Linux kernel [109] or 4.2BSD [95]. However, it has often

been noted that the default implementations are quite complex and slow. For example, the stan-

dard Linux kernel TCP implementation takes 50µs (median) to deliver an RPC to the application

thread [174]. More recently, the latency demands of data centers have led to new, simpler transport

protocols such as Homa, which can deliver an incoming message from the NIC to a Linux user thread

in just 5µs [128]. But to put this in context, end-host processing would still be 90% of the latency

incurred by a 1KB datagram sent over a 100Gb/s network (as discussed in Chapter 1). Therefore,

there has been a great interest in building lower-latency networking stacks in data centers.

As latency requirements have become more stringent [80, 129], it has become popular to bypass

the kernel altogether and run the transport layer in user space [16, 39, 73, 79, 84, 110, 127, 130,

134, 174]. In this approach, the packet processing latency is reduced with techniques such as lock-

free [16] and zero-copy bu↵ers [16, 97], polling and batching [16, 73], and cache planning [84] using

NIC drivers like DPDK [11].

For example, eRPC [79] carefully optimizes for the common case and reports 850ns wire-to-wire

latency for small 32-Byte RPCs with the Timely [117] congestion control algorithm. Although these

optimizations help eRPC in the best-case scenario, the tail response time struggles during high-load

scenarios.

Alternatively, eBPF – the extended Berkeley Packet Filter [157] – is a technology that allows the

injection of custom code into the Linux kernel to programmatically analyze and modify kernel-level
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events and data. It allows users to attach small programs to certain hooks in the networking stack

and filter or modify packets with low processing overheads [55, 78, 173].

Despite the extensive optimization e↵orts, all of the proposals above remain north of a micro-

second latency threshold with MTU-size packets in reliable connections. This is mainly due to the

overhead of processing the packets on general-purpose CPU cores [24]. In contrast, domain-specific

accelerators (i.e., SmartNICs) can free up cycles from the main processor and reduce the time to

deliver data to/from the application threads from/to the wire. The performance benefits of these

hardware accelerators are vital for the stringent requirements of dynamic workloads.

2.1.2 Hardware-Based Designs

O✏oading the transport layer onto hardware enables packet processing at the line rate while the main

processor focuses only on the application processing. In addition, processing latency becomes fixed

for each packet, significantly reducing the tail latency. The most common use case for such a high-

performance system is the Remote Direct Memory Access (RDMA) [146]. The RDMA verbs read

or write data to/from a remote device’s memory without intermediate copy operations. To support

this use case, modern NICs typically support RDMA over Converged Ethernet (RoCE) [111] at the

transport layer, which implements DCQCN [175] as the only congestion control algorithm.

An alternative to RoCE is to o✏oad the TCP stack onto NICs. In such designs, either a subset

of the functionalities [48, 83, 118, 120] or the entire stack [40, 89, 148, 165] can be o✏oaded. For

instance, AccelTCP [120] leverages programmable NICs to accelerate only the TCP connection setup

and teardown operations. In contrast, Dagger [93] o✏oads the entire RPC stack while running only

a UDP-based transport on FPGA.

Although hardware o✏oading solutions repeatedly report nanosecond-scale latencies, they usu-

ally pick a certain transport protocol and a congestion control algorithm. Yet, hundreds many

algorithms and protocols have been proposed in the literature, and each one optimizes performance

in di↵erent scenarios, i.e., incast with extremely short flows vs. distributed ML training with long-

lived flows. Then, how can hardware architects decide which algorithm is the best to bake on the

chip?

Making the NIC programmable allows network owners to decide which protocol and algorithm

to implement on the hardware so that they can optimize performance specifically for their workload.

To enable programmability, smartNICs typically utilize extra processors on board [104], but this

solution creates a bump in the wire, adding extra cycles for the NIC interconnect.
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In contrast, Tonic [8] and FlexTOE [148] propose partial programmability on the data path.

However, these proposals require Verilog [64] and eBPF [157] programming, respectively, which

brings extra di�culty in implementing congestion control policies. Instead, P4 [23] – a widely

accepted domain-specific language – is designed specifically for expressing packet-processing behavior

in a much simpler way. It empowers networking researchers and developers to experiment with new

features and protocols both at the sender and receiver as quickly as possible. In addition, research

on verifying packet processing using P4 [41, 106, 126, 152] is actively underway. Hence, leveraging

this simple and widely accepted language promises rapid hardware o✏oading of custom algorithms

or protocols in a flexible way while reducing transport latency down toward its physical limits.

The work in Chapter 3 leverages this simplicity, and wide adoption of the P4 language to enable

rapid hardware o✏oading of custom algorithms or protocols while being inspired by the primitives

described in previous work on programmable transport layers.

2.2 Congestion Control Algorithms and Transport Protocols

The congestion control research community has been very active since the first paper on this topic was

published in 1988 [70]. Every year, many new algorithms are proposed to improve the performance

of modern workloads. It is fair to say that no clear winner has emerged, in large part because of

the evolving requirements of workloads, including flow and message sizes, link bandwidths, latency

between end-hosts, bu↵er sizes, fan-in/fan-out ratios, etc.

In addition, a network operator may have di↵erent performance objectives based on the type of

application being prioritized over the network. For example, an application that runs many long-

lived low-priority flows, such as backup tra�c, may try to optimize the average throughput achieved.

On the other hand, a lightweight application with many small messages such as financial trading

would focus more on the median or tail latency. As the networks and workloads evolve, it would

be reasonable to expect more algorithms and protocols to emerge, making it even more di�cult to

reach a global consensus.

At a high level, the existing congestion control algorithms can be classified based on the entity

that drives them. Specifically, traditional congestion control algorithms rely on the senders to collect

congestion signals from the network – usually reflected by the receivers – to decide on the cwnd size or

the transmission rate. In contrast, there is a relatively newer approach for congestion control where

the receiver selects senders for transmission based on the load at the receiver. Moreover, switches

can decide on scheduling, congestion signaling, or pausing specific flows as well to manage congestion
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in the network. Below, I discuss the underlying mechanisms, assumptions, and weaknesses of these

approaches.

2.2.1 Sender-Driven Algorithms

Sender-driven congestion control algorithms rely on senders to collect a congestion signal from the

network. These signals are usually performance measurements or events that take place in the

network, which typically accumulate at the receiver in the forward direction and are reflected to the

sender. There are three popular signals in use today:

1. Packet Loss, i.e., the absence of an acknowledgment from the receiver. TCP Reno [52] at-

tributes this signal to a packet drop at a switch due to congested bu↵ers and cuts the cwnd

size by half to allow the switch drain the congested queue. TCP CUBIC [137], the default

algorithm in Linux environments, also uses this signal but di↵ers from Reno in how cwnd is

increased when no packet loss is observed.

2. Explicit Congestion Notification (ECN), i.e., single bit on packet headers that are marked by

switches whose bu↵er occupancy is above a threshold. Algorithms such as DCTCP [4] and

Microsoft’s DCQCN [175] calculate the frequency of incoming ECN markings to infer how

congested switches are. Then, they reduce cwnd or transmission rate, respectively, until this

frequency drops down to a certain level.

3. Round Trip Time (RTT), i.e., the time it takes for the acknowledgment of a data packet to

come back to the sender. Since this value increases when the network is congested, the senders

of algorithms like Swift [91], BBR [25], Timely [117], and TCP Vegas [21] use the changes in

RTT to infer the amount of congestion in the network.

All three signals are noisy, imprecise surrogates, and fail to accurately capture the amount and

location of the congestion in the network. These shortcomings constitute a significant barrier to

developing a high-throughput, low-latency congestion control algorithm for data centers. For in-

stance, a packet drop is an event that takes place only after the congestion is well underway and the

latency is at its maximum, which is too late for low-latency applications. In addition, packets may

be dropped due to equipment failure, which adds noise to the congestion signaling. Although ECN

can signal increasing queue occupancy before reaching the maximum, it is just a binary signal and,

as such, does not convey how congested the switch is apart from being above the threshold.
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RTT is very e↵ective at capturing the queuing delay at the bottleneck accurately, but it also cap-

tures non-bottleneck delays experienced between the two end-hosts. To minimize this e↵ect, Google

uses extremely precise hardware timestamps on the end-hosts and avoids inadvertently measuring

end-host processing latency [91, 110]. However, this technique is not su�cient to avoid measuring

delays at the non-bottleneck switches in the network. Measuring both the bottleneck and non-

bottleneck delays as the congestion signal prevents senders from accurately determining how much

to slow down when high RTT is observed. As a result, operators heuristically tune algorithm param-

eters that regulate how much the cwnd is reduced [21, 91, 117]. This is a time-consuming process and

needs to be repeated every time the algorithm is run in a di↵erent environment or with a di↵erent

workload.

To overcome the limitations of surrogate signals, HPCC [102] proposed using INT (Inband Net-

work Telemetry) [88] which can carry the most accurate congestion information possible. With

INT, the instantaneous port state is reported precisely by every switch the data packet traverses.

The INT header includes packet timestamps, some counter values, and queue occupancy, which is

the only direct measure of congestion by definition. It can even be optimized to be collected only

from the bottleneck to reduce the number of bytes reserved for congestion signaling on the packet

header [17].

HPCC uses the INT information to calculate the utilization of each link every RTT so that

congestion reaction simply becomes cwnd scaling to match the utilization target. Since it aims to set

cwnd to its fair share at once, redundant signaling is prevented by calculating utilization only once

every RTT over the RTT-wide aggregated telemetry data. However, using aggregated data as the

signal can create a mismatch between the actual utilization and the measured one in a data center,

where congestion-inducing events (i.e., flow arrivals or completions) happen almost every RTT.

Similarly, Poseidon [161] replaces RTT with the INT data for the congestion signal in Swift’s

algorithm. By extracting the bottleneck queue occupancy, Poseidon senders compare this accu-

rate signal to a target occupancy and apply the Additive Increase, Multiplicative Decrease (AIMD)

method appropriately on the cwnd until the target is matched. Although this is a great advancement

in the collection of precise congestion signals, Poseidon collects these signals through the acknowl-

edgments reflected by the receiver. Therefore the feedback cannot be collected in less than one RTT

similar to Swift and HPCC, which makes it di�cult to react to congestion promptly as discussed in

Chapter 1.

Several other approaches have similar ideas about how to collect precise congestion signals and
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reduce feedback delay. For example, XCP [82] and RCP [42] also propose congestion feedback

generated by the switch. Switches wait for an average RTT before calculating congestion control

responses, which are stamped on the data packet and reflected on the ACK by receivers. However,

this approach imposes a control loop delay that is at least one RTT as well. The Sub-RTT Con-

trol (SRC) mechanism motivated in §4.2 reduces this delay and helps senders make more frequent

congestion control decisions with high granularity.

FastTune [172] attempts to shorten the feedback delay as well. Similar to HPCC, it uses pro-

grammable switches for precise congestion signals and calculates link utilization over an RTT to

multiplicatively increase or decrease cwnd. For shorter feedback delay, it pads the INT header onto

ACK packets in the reverse direction rather than the original data packet. ExpressPass [29] utilizes

the control packets in the reverse direction too, similar to how Backward ECN (BECN) works [3].

However, forward and reverse paths for a flow are not always symmetrical due to ECMP-like load

balancing or flow-reroutes in data centers. This makes approaches like ExpressPass and BECN less

practical for real-world deployments.

FastLane [168] sends notifications from switches directly back to the senders with dedicated

control packets. This prevents the congestion notification from being delayed by the congestion

itself. However, notifications are generated only with packet drops, and the timing of this event

is too late for low latency congestion control in data centers. In contrast, Annulus [140] uses

standard QCN [65] packets from switches with quantized queue occupancy information as soon as

the queue occupancy exceeds a threshold. Since these packets are not L3 routable, Annulus limits its

scope to detecting bottlenecks only one hop away from senders. Exposing precise queue occupancy

information like QCN, but from every switch in the network is an obvious next step.

In addition to e�cient feedback delivery mechanisms, the content of the feedback also determines

how well senders can mitigate congestion. For example, FCP [53] uses budgets and prices to balance

the load and the tra�c demand. Switches calculate the price of the link based on the demand,

while senders declare flow arrivals or completions. However, the required time series averaging and

floating-point arithmetic make the switch calculation infeasible for packet processing at a high line

rate. Instead, §4.3.3 presents an instantaneous load measurement technique as a much more practical

approach, using simple P4 primitives without a time series state and complex arithmetic.

Finally, switch feedback has been studied for wireless settings as well. For instance, ABC [50]

access points (APs) mark packets for cwnd increments or decrements with an RTT-based control

loop. In contrast, Zhuge [114] modifies the wireless APs to inject congestion signals onto packets
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in the reverse direction so that senders can detect congestion in less than one RTT. Adapting

similar mechanisms feasibly for dynamic data center workloads is a promising direction for congestion

control.

2.2.2 Receiver-Driven Algorithms

In addition to the congestion control algorithms discussed above, there are also receiver-driven

approaches such as NDP [54], pHost [49], and Homa [119]. They di↵er from sender-driven approaches

in that they require receivers to allocate/schedule credits based on the demand from senders.

For example, NDP [54] is a protocol that aims to reduce the tail latency of network messages by

minimizing packet drops and having dropped packets retransmitted in a timely fashion. The NDP

receiver explicitly sends PULL packets to allow a sender to transmit a data packet. Those PULL

packets are paced such that the allowed packets would arrive at the exact rate of the bottleneck link

bandwidth. In the case of multiple messages being transmitted at the same time, each arriving data

packet would trigger a PULL for the corresponding message so that new data packets are allowed

in a round-robin fashion among messages. This approach is based on the assumption that if a data

packet leaves the network, a new one can be inserted without overwhelming it.

For retransmission acceleration, NDP uses the concept of “packet trimming” at the switches, in

which data packets that do not fit in the bottleneck queue are trimmed and the headers are for-

warded to the receiver with high priority. The receiver then quickly sends negative acknowledgments

(NACK) to let the sender know about this loss. This mechanism prevents relying on long timeouts.

In contrast, Homa [119], published a year after NDP, argues that packet loss is not a ma-

jor concern in modern data centers because of the large and dynamically shared bu↵er spaces in

switches [128]. Instead, the authors highlight the need for smart message scheduling at the end hosts,

i.e., SRPT [143], that optimizes the tail latency [123]. Therefore, instead of a round-robin pulling

mechanism, the Homa receiver sends GRANT packets to the message with the smallest remaining

size no matter which message the incoming data packet belongs to. When an RPC is fully granted,

the Homa receiver starts sending grants for the next RPC before the current RPC is finished. This

approach proactively utilizes the link.

Moreover, Homa authors claim that packet trimming is an impractical feature for commercial

fixed-function switching ASICs. Instead of trimming, Homa uses priority queuing primitives that are

already available in modern networks. Smaller messages thus have a higher priority in the network,

allowing them to be completed sooner.
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Schemes that use priority queues on switches have been proposed to improve the scheduling

performance of the network by approximating SRPT-like behavior [6, 13, 57, 119]. Alternatively,

R2P2 [90] approximates the join-bounded-shortest-queue (JBSQ) policy on switches to load-balance

incoming RPCs to the most available server. These approaches work well for managing congestion

at the last hop because receivers and Top-of-Rack (ToR) switches have good visibility into this link.

Unfortunately, the last hop is not always the bottleneck for a flow, especially when the fabric is

over-subscribed [149].

In addition to packet scheduling, there are also receiver-driven RPC scheduling algorithms, such

as Breakwater [30], that avoid overloading in low latency services by issuing credits to RPCs based

on receiver-side queuing delay. Such overload control mechanisms prevent senders from transmitting

RPCs that will not get credit for the transmission of the entire RPC at once. However, they add

extra network latency for short RPCs whereas these RPCs could have been immediately transmitted

without waiting for one RTT to receive transmission credit.

2.2.3 Switch-Driven Algorithms

The entity that decides when to send packets or RPCs is not always the sender or the receiver. There

are also per-hop flow control mechanisms such as BFC [51] and PFFC [160] that pause queues at the

upstream switches when a bottleneck gets congested. This early notification mechanism prevents

the bottleneck queue from overflowing, reducing the chances of packet loss and network congestion.

Queue pausing is also used in conjunction with Quality of Service (QoS) mechanisms to prioritize

certain types of tra�c over others. By pausing or slowing down lower-priority queues during times

of congestion, higher-priority tra�c (such as real-time applications or critical data) can be given

precedence.

While queue pausing can be a useful mechanism in managing network congestion and optimizing

performance, it has potential disadvantages. For example, in scenarios where congestion is short-lived

and sporadic, queue pausing may not be e↵ective. Pausing queues in response to brief congestion

periods may lead to unnecessary delays and decreased throughput during normal network conditions.

More importantly, queue pausing may lead to head-of-line blocking or deadlock issues, which are

well demonstrated for PFC [66]. If a switch link is paused by one of the downstream switches, all

the packets using this link are paused even if they are destined for a di↵erent switch after the next

hop. Such issues are resolved by keeping the per-flow state on switches in BFC and PFFC, but this

can be overwhelming in terms of the memory requirements per switch in a data center.
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2.3 Summary and Remarks

Internet congestion occurs when switch or end-host bu↵ers are overrun. However, no provisions

were made for the switches to signal congestion levels in the early days of the Internet because it

was not originally designed with congestion in mind. And so when TCP congestion control was first

deployed, it used packet loss as its signal because this did not require a change to the switches.

Obviously, packet loss is not a good enough signal for modern data center workloads. It is

generally too coarse and arrives too late. Instead, there is a much more accurate and direct signal,

i.e., the current occupancy of the bu↵ers where the congestion takes place. Switches must keep track

of this value for their bookkeeping anyway and the newer ones can expose it to end-hosts as well.

The availability of this precise signal presents a new opportunity, which is exploited in the work

presented in Chapter 4.

The next step is to deliver the signal to the decision-makers as quickly as possible. With tradi-

tional congestion control methods, the earliest a sender can react to congestion is one RTT after it

occurs. Although prior work has attempted to generate sub-RTT feedback, it fails to extract this

signal with low overhead and at high speeds. Moreover, a theoretical framework for understanding

the benefits of sub-RTT feedback is lacking in the literature. This gap is addressed in Chapter 4

where delivering a precise congestion signal in less than one RTT is analyzed in depth.

As workloads evolve, there is no doubt that new, improved congestion control algorithms will be

developed. However, it will be hard to deploy them if the networking equipment is fixed-function.

Many NICs and switches have recently become more programmable and this trend is expected to

continue [27]. Hence, there is an opportunity to create programmable transport layers, which can

be programmed in the field, allowing new and improved algorithms to be rapidly deployed with

the lowest processing latency possible. In Chapter 3, I describe novel primitives to program the

transport layer in the NICs.



Chapter 3

Programmable NICs for Lower

Transport Layer Latency

Transport protocols can be implemented in the Network Interface Card (NIC) to increase through-

put, reduce latency, and free up CPU cycles. If the ideal transport protocol were known, the

optimal implementation would be simple: bake it into fixed-function hardware. However, transport

layer protocols and data center workloads continue to evolve, with innovative algorithms and more

demanding applications introduced every year.

One way in which each transport protocol di↵ers is in the relative importance given to throughput

and latency (median or tail). For example, many distributed applications launch multiple RPC

requests to di↵erent servers at the same time. If they must wait for all of the RPCs to return before

making progress, their overall performance would be dictated by the slowest RPC response time.

Even if an RPC request returns a result quickly on average, there are usually some outlier events

that cause the RPCs to return slow, e.g., congestion in the network or contention in the end-host

memory. These unusually long response times are called the tail latency of the system. As the

number of cascaded RPCs increases, the likelihood of a long tail latency increases, defining the end-

to-end performance of the entire system [38]. Hence, the transport protocols for such applications

are primarily expected to minimize tail latency.

The best transport layer mechanism to limit tail latency is likely best determined by a cloud

service provider that has the best view of all the performance demands in its unique data cen-

ter. However, if the transport protocol is baked into fixed-function hardware, it is a costly and

19
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time-consuming task to modify it when the performance demands change or new mechanisms are

proposed. This issue can be avoided by making the hardware programmable such that the service

providers can quickly change the packet processing logic while running it on high-speed domain-

specific hardware [100, 104].

However, to run the hardware at the line rate, the packet processing pipeline must be as stream-

lined as possible with a minimal instruction set. Therefore, the smallest set of necessary packet

processing operations should be carefully identified for high performance and enough generality.

This observation prompted the authors of Tonic [8] to propose a programmable hardware design

for transport protocols, which “exploits the common patterns in transport logic to create reusable

high-speed hardware modules”. Their design assumes the transport layer will be implemented on an

FPGA and that the programmer will use Verilog [64] – a hardware-design language – to implement

a new algorithm. Since Verilog requires a steep learning curve, the authors also provide an NS3 [138]

model to help users design new protocol layers.

In Tonic’s design, the kernel o✏oads the connection state and packet processing to the FPGA-

based NIC after the CPU establishes a transport connection. Its prototype utilizes ring bu↵ers and

bitmaps to keep track of the connection state on hardware while achieving 100Gb/s with 128-Byte

packets and processing a packet in about 100ns.

However, while some NICs are implemented in FPGAs like Tonic, Application Specific Integrated

Circuits (ASICs) are much more common because of their higher performance, lower power, and

lower cost. In this chapter, I present my design of a programmable transport layer inspired by Tonic,

prototyped on an FPGA, but optimized for implementation in an ASIC. It is called nanoTransport,

and it extends Tonic in four ways.

First, nanoTransport is designed to run in an ASIC, as noted above, and programmed (in the

field) using the P4 language [23]. ASICs can achieve ⇠10⇥ faster clock frequencies, thus faster packet

processing, compared to FPGAs. In addition, P4 pipelines are already used in modern commercial

NIC ASICs [112, 132, 166], and an industry group is creating a standard portable architecture for

P4-programmable smartNICs [44].

Second, a wide range of transport protocols share a common set of triggering events (e.g., packet

arrival, timeouts, duplicate ack), and nanoTransport exploits P4’s simple and widely accepted ab-

stractions for them. It enables interfaces to trigger common events in a programmable fashion,

unlike how Verilog implements each event individually for every protocol implementation. This is

inspired by the event-driven P4 packet processing framework introduced in [60].
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Third, Tonic is designed to o✏oad only the sender-side protocol. In contrast, nanoTransport

implements both the sender and the receiver clients of a transport protocol while not needing the

main processor to establish a connection. This way, it provides an end-to-end solution for transport

layer o✏oading.

Finally, nanoTransport’s design is streamlined. It is designed to process packets with di↵erent

transport protocols in less than 35 cycles roundtrip. This implies a packet processing latency of

less than 11ns with a targeted clock frequency of 3.2GHz, an order of magnitude lower latency (tail

and median) compared to Tonic. Moreover, its streamlined design allows issuing a new packet every

2.6ns and achieving a 200Gb/s line rate. §3.5.1 discusses more about synthesizing this design with

an ASIC library.

The primary goal of this work is to reduce the transport-related processing latency with nan-

oTransport. The latency for delivering a message to the application thread after the transport

layer involves mechanisms such as core selection and thread scheduling. These processes are be-

yond the scope of nanoTransport. Therefore, to demonstrate a complete programmable system,

nanoTransport is prototyped on the open-source nanoPU design framework [62], which introduces

a message interface directly to the CPU register file and a hardware thread scheduler on a RISC-V

architecture [61]. Using the open-source nanoPU artifact for a complete system allows the research

community to experiment with nanoTransport’s design, try out new transport layer protocols, and

improve upon this work. However, nanoTransport’s programmable transport layer is not bound to

the nanoPU; it could be used as a standalone, P4-programmable pipeline in any NIC that o✏oads

the transport layer to hardware, e.g., the RDMA processing pipeline in a modern NIC.

In summary, the main contributions of this work are as follows:

1. It defines interfaces to a common set of events in transport protocols that can be used as

primitives for a programmable solution.

2. It shows that transport layer processing can be e�ciently expressed in the P4 programming

language.

3. It presents and evaluates the first P4 programmable transport layer in hardware, nanoTrans-

port, which could be added to the nanoPU system, or deployed standalone in an RDMA NIC

pipeline.

4. It provides an open-source FPGA-based nanoTransport prototype based on Firesim [81], which

runs at 200Gb/s, even for small packets, while maintaining less than 100 Bytes of state per



CHAPTER 3. PROGRAMMABLE NICS FOR LOWER TRANSPORT LAYER LATENCY 22

message.

5. NanoTransport can deterministically process small packets, i.e., 80 Bytes, in 11ns (median

and tail latency, including both the ingress and egress paths), while running at 3.2GHz. This

latency is three orders of magnitude lower than common software-based implementations and

an order of magnitude lower than Tonic, which runs at 100MHz due to frequency limitations

of the FPGA environment.

6. This work also provides a behavioral model of nanoTransport in NS3 to help designers evaluate

new transport protocols and algorithms at scale before programming the hardware.

The remainder of this chapter describes nanoTransport’s building blocks in §3.1, its design details

in §3.2, its FPGA-based prototype implementation in §3.3, and evaluations of its prototype in §3.4.

Further discussion about use-cases, feasibility, and limitations of programmable hardware transport

layers is provided in §3.5.

3.1 Transport Layer Dissected

Despite their di↵erences, most transport protocols share a large set of features. In this section, I

explore and enumerate common features that are, later, used as the basis of the nanoTransport

design.

3.1.1 Protocol Taxonomy

Broadly speaking there are two types of transport protocols: Wide Area Network (WAN) protocols

such as TCP NewReno [52], CUBIC [137], and BBR [25]; and data center (DC) protocols, such as

RoCE [111], DCQCN [175] and Timely [117].

WAN protocols are designed for long-lived, reliable bi-directional byte streams, and their pri-

mary performance metrics are usually throughput and fairness. Connections are established by a

handshake that installs a per-connection state at both ends. This state is then maintained for the

duration of the connection. Because WAN RTTs are typically 1-100ms, a microsecond level latency

improvement in the end-host processing does not add much value. Therefore, nanoTransport is not

designed for WAN transport protocols.

On the other hand, DC protocols are mostly used to exchange small messages between servers [10,



CHAPTER 3. PROGRAMMABLE NICS FOR LOWER TRANSPORT LAYER LATENCY 23

139]. RTTs are a few microseconds, and latency-sensitive applications can benefit greatly from fur-

ther microsecond-level reductions in the end-host processing time [54, 57, 119]. Hence, nanoTransport

focuses on latency-sensitive, reliable, message-based transport protocols, primarily for data centers.

Specifically, nanoTransport is designed to allow a user to program a low-latency, reliable, one-way

messaging service.

A (beneficial) consequence of small message communication is that no persistent connection state

is required. This reduces the amount of memory a NIC needs to track currently active messages,

making faster and lower-power single-chip ASIC solutions possible.

3.1.2 Building Blocks

NanoTransport’s programmable hardware transport layer has two service interfaces: Below, it ex-

changes Ethernet frames with the Ethernet MAC. Above, it exchanges complete, reassembled, re-

liable messages with a CPU core or RDMA engine. Regardless of the protocol specifics, a reliable

message-based transport protocol on nanoTransport must:

1. Split an outgoing message into one or more packets. Packets are stored for retransmission

until successfully delivered to the receiver.

2. Reassemble incoming packets back into messages. Packets arriving out of order are correctly

resequenced during reassembly.

3. Maintain timers to trigger packet retransmissions or to cancel messages upon repeated failures.

4. Maintain state for each ongoing message that can, for example, allow congestion control logic

to decide which packet to send next, and when.

5. Generate control packets to signal message state or congestion, for example, ACK, NACK,

and GRANT.

A key observation of this work is that only the last two functions (maintaining per-message state

and generating control packets) require programmability to support di↵erent congestion control

algorithms. The other capabilities are fixed and common to all reliable message-oriented transport

protocols I have encountered.

Tonic made a similar observation [8] and elected to use bitmaps, which keep track of the mes-

sage state. Those bitmaps are, then, used to determine which packet to send next or retransmit.
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Figure 3.1: NanoTransport architecture design. Processing steps are numbered chronologically.

NanoTransport keeps these bitmaps in the reassembly and packetization modules, next to the asso-

ciated packet data. Di↵erent protocols di↵er in how they modify the bitmaps when data or control

packets are sent and received, how they detect a packet loss, and how they handle a lost packet.

A nanoTransport programmer determines how events are triggered and processed (e.g., data packet

arrival, packet loss detection, packet acknowledgment) via P4 externs [158] and by extending P4

metadata fields. §3.2 describes this design in more detail.

3.2 NanoTransport Architecture

Figure 3.1 shows the nanoTransport architecture. The pipeline sits between the external Ether-

net packet interface (the MAC), with which it exchanges Ethernet frames, and the CPU core (or

RDMA engine), with which it exchanges fully assembled, ready-to-use messages. The pipeline is

self-contained and handles all aspects of the transport layer on behalf of the CPU. The CPU is

needed to configure and initialize the pipeline, but the CPU is not involved in processing individual

packets to minimize latency.

The design is deeply pipelined to process many packets in parallel with maximum throughput,

but not too deep to keep latency low. The ingress and egress pipelines each contain a mix of fixed and

programmable modules. The two pipelines also operate independently, other than when triggering

a few well-defined events described in §3.2.4.

Let’s start by walking through the high-level steps to process arriving and departing packets

and then dive deeper into each stage: An arriving packet at the NIC 1 is first processed by the

programmable ingress pipeline, where protocol-specific logic determines how the packet will be
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processed. The GetRxMsgInfo extern is then called 2 . This extern uses flow identifiers such as

the 5-tuple or unique message ID to fetch (or allocate) per-message state in the reassembly module.

The per-message state is common to all protocols and is described in §3.2.3. Depending on the

protocol, the ingress pipeline may then also choose to trigger a CtrlPktEvent 3 that causes the

packet generator to generate a control packet (acknowledgment, grant or NACK, etc. depending

on the protocol) in response to the incoming packet 4 . The original data packet is passed to

the reassembly module 5 , which stores it and checks if the message is complete. The reassembly

module maintains and updates a per-message timer for incoming messages 6 . Should a timer expire

(indicating message reception failure), all the state for the message is garbage collected. Once all of

a message’s packets have been received, they are reassembled in the correct order and forwarded as

a full message to the CPU (or the RDMA Engine) 7 .

In the egress direction, when a message is sent from an application thread 8 , it is stored in the

packetization module. The packetization module divides the message into MTU size segments and

initializes per-message state variables. A per-message retransmission timer is set 9 ; if it expires,

some of the message’s packets may be retransmitted. When the packetization module sends a

packet, it is enqueued by the arbiter 10 , which schedules its departure alongside outgoing packets

from the packet generator. Finally, packets pass through the programmable egress pipeline 11 ,

where protocol-specific headers are added before the packet is sent to the network.

Next, I describe each block in detail and provide the API signatures for event handling.

3.2.1 Programmable Components

The nanoTransport architecture contains the following programmable modules: (I ) the P4 pro-

grammable PISA pipelines and (II ) the packet generator module.

PISA Pipelines

A PISA (Protocol Independent Switch Architecture) [20] pipeline provides a simple match-action

abstraction. It allows fast and flexible packet processing by executing P4 programs [23]. The nan-

oTransport design dedicates separate PISA pipelines for ingress and egress. Each pipeline contains a

standard P4 library (core.p4), as well as several custom externs to support nanoTransport-specific

event handling logic. Developers program the pipelines to parse and emit protocol-specific headers

and trigger the predefined event-handling logic in the fixed function blocks.

A typical ingress pipeline flow starts with a packet arriving at the parser, followed by the match
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tables. The tables are programmed to match protocol-specific events and this is where most protocol-

specific functions are performed. For example, an ingress table may be programmed to match a flag

field in the transport header; if it is a data packet, it is forwarded to the reassembly module while

generating a control packet (e.g., an ACK) in response. If the incoming packet is a control packet

(e.g., an ACK packet from the remote end), the ingress pipeline processes it and then discards it.

After ingress processing, data packets arrive at the reassembly module, carrying with them the

metadata shown in Listing 3.1. The metadata includes the IP address and port number of the

remote sender as well as a unique message ID (tx msg id) chosen by the sender. The three fields

are used to map the message to a locally unique ID (rx msg id). The pkt offset field indicates

the o↵set of this packet within the message to which it belongs.

Listing 3.1: Metadata passed from the ingress pipeline to the reassembly module, along with the packet

payload.

1 struct ingress_metadata_t {

2 IPv4Addr_t remote_ip;

3 PortNo_t remote_port;

4 bit<16> msg_len;

5 bit<8> pkt_offset; // Similar to TCP seq no

6 PortNo_t local_port;

7 MsgID_t rx_msg_id; // Set by the receiver

8 MsgID_t tx_msg_id; // Set by the sender

9 bool is_last_pkt;

10 }

Listing 3.2: Metadata passed to the egress pipeline along with the packet payload.

1 struct egress_metadata_t {

2 IPv4Addr_t remote_ip;

3 PortNo_t remote_port;

4 bit<16> msg_len;

5 bit<8> pkt_offset;

6 PortNo_t local_port;

7 MsgID_t tx_msg_id;

8 bit<16> credit; // Similar to TCP cwnd

9 bit<8> rank; // Determines packet priority

10 bit<8> flags;

11 bool is_new_msg;

12 bool is_rtx;

13 }
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The egress pipeline’s main job is to create the correct packet header for an outgoing packet. The

arbiter hands the raw packet payload to the egress pipeline, which constructs the correct packet

headers using the accompanying metadata. The egress metadata is shown in Listing 3.2.

The credit value indicates the highest packet o↵set that is currently authorized to be sent for

this message. The rank is the queueing priority of the outgoing packet. For example, the credit

value in Homa signals which packets are granted by the receiver, and the rank value determines

which in-network priority queue should be used by this packet. The first packet in a message has the

is new msg flag set to initialize the message processing logic. The is rtx flag identifies retransmitted

packets, in case the protocol needs to process these packets di↵erently.

In addition to header processing, transport protocols maintain protocol-specific state in the PISA

pipelines. For example, NDP keeps some state in the ingress pipeline to identify which packet to

request in a PULL control packet. While it is a common misconception that P4 cannot be used to

implement stateful logic, read-modify-write (RMW) “register” operations are frequently exposed to

the programmer for stateful data plane applications in a match-action pipeline. §3.2.2 describes the

stateful primitives in the nanoTransport PISA pipelines and §3.4.3 discusses their feasibility.

Packet Generator

The developer programs the packet generator to send protocol-specific control packets, such as

NACK packets in NDP [54], GRANT packets in Homa, and INT acknowledgments in HPCC [102].

The module is triggered by CtrlPktEvent extern call from the ingress pipeline, which is essentially

a mirrored packet carrying the metadata shown in Listing 3.2. The metadata set by the ingress

pipeline determines which control packet(s) to generate.

Di↵erent transport protocols generate control packets at di↵erent times and rates, and in di↵erent

formats. For example, NDP paces its outgoing PULL control packets to tell the sender when to

resend trimmed packets. The PULL packets must be sent at specific times. In contrast, HPCC

piggybacks a template to outgoing packets in the reverse direction, to carry INT reports added by

switches along the path. Fortunately, the range of operations is quite small.

3.2.2 Stateful Primitives

This section describes the stateful primitives that can be used by the programmer in the ingress

and egress PISA pipelines to develop protocol-specific functionality. After a survey of low-latency

transport protocols, I identified a list of primitives that would be required to implement a wide range
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of algorithms. These primitives implement various read-modify-write (RMW) operations and are

exposed to the data-plane programmer as P4 externs. Sivaraman et. al [150] propose the following

set of stateful primitives that are useful across many data plane applications:

• RW – Read or write a state variable.

• RAW – Add a value to OR overwrite a state variable.

• PRAW – Perform RAW on state variable only if the provided predicate evaluates to true,

otherwise leave it unchanged.

• ifElseRAW – One RAW for true and one for false predicate.

Note that for some transport protocols (e.g., NDP), these operations are su�cient. However,

other protocols (e.g., Homa) require more sophisticated stateful primitives, such as multi-ported

memory, to share state variables across pipeline stages, and between ingress and egress pipelines.

Hence, nanoTransport is designed with a multi-ported memory system.

In addition, nanoTransport also includes a priority scheduler, which is exposed to the programmer

as a P4 extern. The scheduler can store and compare multiple stateful objects using a user-provided

priority value and predicate function. The programmer can insert and remove objects, and update

the priority of existing objects. When called, the scheduler will return the highest priority object

for which the predicate evaluates to true. §3.3.4 describes how this priority scheduler and other

primitives can be used to implement Homa’s SRPT message-granting logic. This primitive will be

useful for other protocols as well [6, 49, 57].

NDP and Homa are the two protocols that together require all the identified primitives. Therefore

nanoTransport’s performance is evaluated on these protocols. §3.5.2 further discusses implementing

other protocols on nanoTransport.

3.2.3 Reassembly Module

The reassembly module is responsible for delivering message data in the correct order. If the pack-

ets within a message arrive out of order (e.g., because of packet-by-packet multipath routing, or

retransmission), the reassembly module correctly resequences them before handing the message to

the application thread. Since the packet reordering logic is protocol-agnostic, nanoTransport han-

dles it with a fixed function block. The algorithm of the reassembly module is presented with a

simplified pseudocode in Algorithm 1.
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Algorithm 1: The processing logic for the Reassembly Bu↵er

1 Control ProcessNewPacket(Packet* pkt, ingress metadata t meta):
2 if m rx msg id table.match (meta.rx msg id).hit () then

// Record pkt in buffer
3 m bu↵ers[meta.rx msg id][meta.pkt o↵set] = pkt;

// Mark the packet as received
4 m receivedBitmap[meta.rxMsgId].set (meta.pktO↵set);

// Check if all pkts have been received
5 if m receivedBitmap[meta.rxMsgId].all () then

// Reassemble packets into the message
6 Message* msg = this ! ReassembleMsg (meta.rxMsgId);

// Prepend info for delivery to correct thread
7 msg.app hdr.SetValid();
8 msg.app hdr.remote ip = meta.remote ip;
9 msg.app hdr.remote port = meta.remote port;

10 msg.app hdr.local port = meta.local port;
11 msg.app hdr.msg len = meta.msg len;

// Push the reassembled msg to the applications
12 this ! NotifyApplication (msg);
13 this ! ClearStateForMsg (meta.rxMsgId);
14 else
15 m timer ! ScheduleTimerEvent (meta.rxMsgId);

The reassembly module maintains a bitmap for every message, called receivedBitmap, where

each bit corresponds to a packet in the message.1 Each packet arriving at the reassembly module

is stored in the corresponding bu↵er. If the is last pkt flag is set on the accompanying metadata,

the module forwards the entire message to the cores. The is last pkt flag is calculated during the

GetRxMsgInfo extern call, which is described next.

Listing 3.3: Metadata provided to the GetRxMsgInfo extern call

1 struct get_rx_msg_info_req_t {

2 bool mark_received; // Flag for read -only calls

3 IPv4Addr_t src_ip; // Sender ’s IP address

4 PortNo_t src_port; // Sender ’s port number

5 MsgID_t tx_msg_id; // Unique ID set by the sender

6 bit<16> msg_len; // Length of the message

7 bit<8> pkt_offset; // Index of the current packet

8 }

1
Every packet of a message, except the last one, is assumed to be MTU bytes long.
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GetRxMsgInfo Extern

The receivedBitmap is maintained to allow for message reassembly and to determine which data

or control packets to send next. The bitmap state is fetched by the ingress pipeline by calling the

extern with the get rx msg info req t metadata. The content of the request metadata for the

GetRxMsgInfo extern is shown in Listing 3.3.

The mark received flag in the input metadata signals whether or not the receivedBitmap

should be updated by the extern call. If true, the value at index pkt offset is set to 1 before

the output metadata is generated.2 The remaining get rx msg info req t metadata is used as the

match fields of the rx msg id table in the reassembly module, a lookup table yielding the unique

locally-assigned rx msg id for the arriving message. If no entry in the table is matched, a new ID

is allocated from the list of free IDs.

The GetRxMsgInfo extern returns get rx msg info resp t metadata, including the rx msg id

for the message and the state corresponding to the message. The content of this response meta-

data is shown in Listing 3.4. The fail flag signals that the reassembly module was unable to

allocate resources for this message, and the programmer decides how the ingress pipeline processes

such messages. is new msg is used to initialize the packet processing logic for a new message.

is new pkt helps prevent processing duplicate packets. is last pkt denotes that all the bits in the

receivedBitmap are set to 1. This value is passed along with the packet to the reassembly module,

to mark message completion.

Listing 3.4: Metadata returned from the GetRxMsgInfo extern call

1 struct get_rx_msg_info_resp_t {

2 bool fail; // Extern return status

3 MsgID_t rx_msg_id; // Unique ID set by the receiver

4 bool is_new_msg; // Msg not seen before

5 bool is_new_pkt; // Packet not received before

6 bool is_last_pkt; // Msg completely received

7 bit<9> ackNo; // Smallest non -received pkt_offset

8 }

2
This is useful when an arriving packet belongs to an incoming message, but it is not a data packet, e.g., trimmed

packets in NDP.
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3.2.4 Packetization Module

NanoTransport accepts complete messages from application threads and breaks them into Ethernet

packets for network transmission. In addition to storing the message data, the packetization module

maintains state variables for the message, similar to [8], so that the module can keep track of the

communication between the sender and the receiver. The state variables and their roles are listed

below:

• deliveredBitmap: Tracks which packets are delivered to the destination. The ingress pipeline

can be programmed to trigger DeliveredEvent to update the values of this bitmap. Even-

tually, the packetization module clears the memory allocated to the message when all of its

packets are delivered.

• credit: The largest pkt offset value that is allowed to be transmitted. All the smaller

pkt offset values are allowed to be sent into the network. The protocol logic in the ingress

pipeline uses CreditTxEvent to update this value. The default value for this variable is

configured on compile time, similar to the initial window for TCP. [31] For the message to

start at the line rate, this value should be configured to the Bandwidth Delay Product (BDP)

of the network.

• txBitmap: Tracks packets that are to be (re)/transmitted. To emit a packet, the packetization

module chooses the smallest index from this bitmap whose value is 1. Then, the corresponding

value is reset to 0. CreditTxEvent can be triggered to set a value in this bitmap back to 1 for

retransmission.

• maxTxPktOffset: Tracks the highest pkt offset sent so far. Determines packets to be re-

transmitted upon a timeout.

• timeoutCnt: Tracks the number of timeouts the message has received without updating the

maxTxPktOffset value. If this number is higher than the configured threshold, the packetiza-

tion module gives up on the message and clears all memory allocated to it.

The packetization module also stores the message ID, the sender and receiver’s port numbers, and

the receiver’s IP address. The egress metadata shown in Listing 3.2 is generated from these values

whenever a packet is sent. The packetization module chooses a message from the memory which has

packets that are allowed to be sent. The packet with the smallest allowed index is forwarded to the

arbiter along with the metadata.
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Algorithm 2: DeliveredEvent processing logic

Inputs: tx msg id, and ackBitmap
1 deliveredBitmap = bitmap table.lookup(tx msg id);
2 deliveredBitmap = deliveredBitmap or ackBitmap;
3 if deliveredBitmap.all() then
4 ClearStateForMsg (tx msg id);

The events that are used to update the packetization module’s state variables are described next.

DeliveredEvent

Informs the packetization module that the packet has been successfully delivered to the remote

host. The sender sets the corresponding bit in the deliveredBitmap so that the packet is not

retransmitted in the future. Typically, a received acknowledgment packet triggers this event, as

decided by the programmer. Algorithm 2 shows the main processing logic triggered by this event.

ackBitmap is a bitmap created by the ingress pipeline to indicate which packets to mark as delivered.

CreditTxEvent

Signals that a message is allowed to send more packets (new packets or retransmissions) or the credit

(e.g., cwnd) is reduced. txBitmap is modified to identify which packets can be sent next time there

is su�cient credit to transmit one. For example, in Homa, an arriving Grant packet triggers this

event. Algorithm 3 shows the main processing logic triggered by the event. rtxBitmap is the input

argument indicating which packets are to be retransmitted. It is set by the ingress pipeline under the

control of the programmer. For example, NDP sets the bit for NACK packets for trimmed packets.

A protocol may require several packets to be retransmitted at the same time, e.g., selective NACK

similar to SACK [71].

TimeoutEvent

Every message in the packetization module initiates a timer, along with metadata called rtx offset,

in the timer module. The metadata is the highest pkt offset transmitted for the message as of

the time the timer is scheduled. When a timer expires, the timer module triggers the packetization

module’s TimeoutEvent to compute packets for retransmission. All non-delivered packets which

have a smaller o↵set than rtx offset are retransmitted. Finally, a new timer is scheduled for the

same message to account for future retransmissions. Algorithm 4 shows the processing logic triggered
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Algorithm 3: CreditTxEvent processing logic

Inputs: tx msg id, rtxF lag, rtxBitmap, creditUpdateF lag, newCredit, allowTxF lag
1 txBitmap = bitmap table.lookup(tx msg id);
2 if rtxFlag then
3 txBitmap = txBitmap or rtxBitmap
4 if creditUpdateFlag then
5 currentCredit = credit table.lookup(tx msg id);
6 currentCredit = newCredit;
// Determine which packets are allowed to be sent

7 txPkts = txBitmap & OnesUntil (currentCredit);
8 if txPkts.any() and allowTxFlag then
9 Emit (txPkts);

10 txBitmap = txBitmap and not txPkts;

Algorithm 4: TimeoutEvent processing logic

Inputs: tx msg id, and rtx offset
1 maxTxPktO↵set, timeoutCnt = state table.lookup(tx msg id);
2 deliveredBitmap, txBitmap = bitmap table.lookup(tx msg id);
3 if timeoutCnt >threshold then
4 ClearStateForMsg (tx msg id);
5 else
6 if maxTxPktO↵set >rtx o↵set then
7 timeoutCnt = 0
8 else
9 timeoutCnt = timeoutCnt + 1

10 rtxPkts = (not deliveredBitmap) and OnesUntil (rtx o↵set);
11 if rtxPkts.any() then
12 Emit (rtxPkts);
13 txBitmap = txBitmap and not rtxPkts;
14 Timer ! ScheduleEvent (tx msg id, maxTxPktO↵set);

by this event. A detailed description of how the timer module works is provided in §3.2.5.

The fixed-function timeout event processing has been su�cient for a wide class of transport

protocols so far. However, it is possible that some protocols will need to handle timeout events

di↵erently. For example, timer events might need to generate control packets, or periodically update

protocol state in the ingress/egress pipelines. Therefore, a future version of the nanoTransport

architecture may benefit from making the timeout event processing programmable as well.

3.2.5 Timer Module

Timers are required for two purposes: (1) identify packets that have not (yet) been acknowledged

and need to be retransmitted, and (2) identify idle messages (have not sent or received packets) for
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a long time to clean up the per-message soft state.

Software implementations can maintain a timer per packet. In hardware, it is challenging to

maintain a timer for every in-flight packet – potentially a large number depending on the network’s

BDP and the configured timeout duration. To reduce memory requirements, nanoTransport main-

tains a single timer per message.

When the applications write a new message to the packetization module, the egress timer mod-

ule’s ScheduleEvent is triggered. This event creates a new timer for the corresponding message,

along with associated metadata. When this timer expires, the packetization module’s TimeoutEvent

is triggered. This event may or may not cause a new timer to be scheduled for the same message.

When the message is successfully delivered to the remote client, the packetization module fires a

CancelEvent within the timer module before deleting the state for the message. This event ensures

that no timers are left behind which may timeout spuriously.

Similarly, when the first packet of a message arrives at the reassembly module, ScheduleEvent

of the ingress timer module is triggered. This event creates a new timer for the corresponding

message. Since there is no notion of retransmission in the ingress direction, this timer is only used

to discard the state for the message from the reassembly module. Each arriving packet triggers

ReScheduleEvent for the associated message, which mainly resets the timer and prevents timeouts.

Finally, a completed message signals CancelEvent to invalidate the associated entry in the ingress

timer module.

3.3 Building NanoTransport Hardware

The nanoTransport prototype extends the open source nanoPU design [62] by adding 2500 lines of

Chisel [12] code and 1000 lines of P4 code. Large-scale, cycle-accurate simulations for the prototype

are run on AWS FPGAs [145] using Firesim [81]. The FPGAs run at 90MHz, but the target clock

rate is simulated as 3.2GHz, which mimics IceNIC [81] – the baseline comparison for nanoTransport.

The simulated NICs are connected by C++ switch models running on the AWS x86 host CPUs

with 200Gb/s simulated line rates. Note that the exceptionally high link capacities and the clock

rates are used to stress test the design and show how performant the nanoTransport design is for

future networks.

In addition to the cycle-accurate hardware prototype, a behavioral model of the nanoTransport

architecture is implemented in NS3 [138] for rapid functionality testing. This NS3 module has been

mostly used to verify the protocol implementations.
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Overall, the nanoTransport artifact enables the assessment of the end-to-end functionality and

performance of the design. The following sections provide more details about the nanoTransport

prototype.

3.3.1 Programmable Modules

The ingress and egress pipelines are implemented using P4 and Xilinx SDNet3 [153]. The SDNet

compiler generates a Verilog module with the required functionality, which is integrated into the nan-

oTransport prototype. The correct functionality of the design is verified using Synopsys VCS [155]

cycle-accurate simulations. However, due to licensing restrictions, SDNet-generated modules on

AWS FPGAs were not available. As a result, the P4 code was hand-compiled into Chisel so that

the full system could be evaluated with Firesim on AWS FPGAs. The evaluation results described

in §3.4 use the hand-compiled P4 code. Each P4 program is implemented as a custom pipeline,

similar to how SDNet maps P4 programs to FPGAs. An ASIC prototype would instead have a fixed

number of pipeline stages which all programs must be mapped to. This approach is planned to be

explored in future work.

Recall that the Packet Generator in nanoTransport is a programmable module. When processing

a CtrlPktEvent from the ingress Pipeline, the packet generator might generate one or more control

packets while (optionally) pacing their transmission rate. These operations are not particularly

well-suited for a P4 pipeline, which is typically used to transform individual packets. As a result,

the packet generator is also programmed in Chisel for the nanoTransport prototype. Exploration

of more convenient, higher-level abstractions for programmable packet generation remains as an

opportunity for future work. One possibility is to use P4 along with new custom externs to fork

(duplicate) and pace packets within the pipeline.

3.3.2 Reassembly and Packetization Modules

The reassembly module reassembles packets, which might arrive out-of-order, into contiguous mes-

sages for delivery to applications. The packetization module splits messages into segments, which

might get retransmitted out-of-order due to packet loss in the network. In order for these tasks to

be performed at line rate, simple data structures must be used, which require only constant time

operations. One could choose from several di↵erent approaches; this section describes the bu↵er

design in the final prototype.

3
Xilinx SDNet is also known as Vitis Networking P4.
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The message bu↵er is divided into bu↵ers of several di↵erent fixed sizes, and a free list for each

size class keeps track of which bu↵ers are available. When a bu↵er is to be allocated, the smallest

available one that is large enough to store the whole message is selected. For message reassembly, a

bu↵er is allocated when the first packet of the message arrives from the network and is freed when

the message is forwarded to the processing cores.4 For message packetization, a bu↵er is allocated

when the application writes the first word of the message and is freed when the entire message has

been successfully delivered to the receiver. The design uses a table indexed by a message identifier

to keep track of where each message is stored (the bu↵er pointer).

One of the benefits of using fixed-size bu↵ers to store messages is that it simplifies out-of-order

reassembly and retransmission: to find the position of a particular packet within the message, the

hardware simply adds the appropriate o↵set to the message’s bu↵er pointer. In addition, the logic

that is required to manage memory bu↵ers is very simple and can run at the line rate. Bu↵er

allocation requires one dequeue from a free list, and freeing a bu↵er requires one enqueue to a free

list; there is no need for complex partitioning and merging of variable-size bu↵ers.

The primary drawback of using fixed-size bu↵ers is that it leads to memory fragmentation and

potentially poor utilization of the bu↵er space. It is therefore important to properly configure these

message bu↵er modules. Configuration involves selecting how to carve the total bu↵er space into

fixed-size bu↵ers. If the message size distribution is known at configuration time, then it is often

possible to achieve very high utilization of the bu↵er. For example, if a workload consists of 50%

messages that are 100B and 50% messages that are 500B then the best option is to use two size

classes, each with an equal number of bu↵ers.

3.3.3 Timer Modules

The timer modules in the nanoTransport architecture maintain a single timer, along with associated

metadata, for each message in the reassembly/packetization modules. The goal is to minimize

memory and logic requirements while ensuring that timers can be scheduled or canceled in constant

time. Furthermore, since timers are used to trigger packet retransmissions or for garbage collection

in the background, there is neither need for the timers to expire exactly on time, nor for them to

expire in the correct order. The main requirement is that they expire within a bounded amount of

time.

These requirements lead to a very simple hardware design. The timers for each message are

4
An arriving packet is dropped at the ingress of the reassembly module if it is unable to allocate a bu↵er for the

message.
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Algorithm 5: NDP P4 Pseudocode

1 Control Ingress(out ingress metadata):
2 state credit;
3 if hdr.ndp.flags.DATA then
4 msg info = GetRxMsgInfo();
5 if hdr.ndp.flags.TRIM then
6 genNACK = true;
7 pull o↵set di↵ = 0;
8 Drop();
9 else

10 genACK = true;
11 pull o↵set di↵ = 1
12 if not msg info.fail and msg info.is new pkt then

// ifElseRAW extern
13 if msg info.is new msg then
14 credit[msg info.id] = ... // initialize
15 else
16 credit[msg info.id] += pull o↵set di↵;
17 pull o↵set = credit[msg info.id];
18 CtrlPktEvent(genACK, genNACK, pull o↵set);
19 else
20 if hdr.ndp.flags.ACK then
21 DeliveredEvent()
22 if hdr.ndp.flags.NACK or hdr.ndp.flags.PULL then
23 CreditTxEvent()
24 Drop();
25 Control Egress(in egress metadata):
26 hdr.ethernet.SetValid();
27 hdr.ip.SetValid();
28 hdr.ndp.SetValid();
29 FillHeadersFromMetaData(egress metadata);

stored in a single memory indexed by message ID. The entry contains the following fields: a single

valid bit indicating whether or not the entry is valid, a 64-bit timeout value indicating the time at

which the timer expires, and associated timer metadata. A background thread sequentially scans

the entries and checks if the timer has expired. If so, it will extract the metadata and trigger a

timeout event. Scheduling and canceling a timer simply involves writing a single entry to memory.

In some cases, a timer may expire immediately after the background thread checks it, in which

case the timeout event will not be triggered until the background thread loops back around to it.

However, note that even in this case the timer will expire within a bounded amount of time, which

is determined by the maximum number of timers/messages in the system. This simple design meets

the requirements for a low-latency transport layer implementation in hardware.
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3.3.4 Protocol Implementations

The evaluation of nanoTransporthas been conducted with two di↵erent protocol implementations.

These protocols are chosen to represent a relatively wide range of features required by other proto-

cols [5, 6, 13, 29, 49, 57].

NDP [54] is the first protocol programmed on the nanoTransport prototype. It is receiver-

driven and aims to reduce the tail latency of network messages by ensuring that all dropped packets

are retransmitted quickly. When congested, NDP-enabled switches trim data packets that would

otherwise be dropped, forwarding only the packet headers to the receiver, at high priority. The

receiver then quickly sends negative acknowledgments (NACKs) to inform the sender of the packet

loss. This mechanism allows NDP to avoid relying on long timeouts. NDP senders initially send

only up to one bandwidth-delay-product (BDP) worth of packets. The receiver, then, explicitly

pulls the remaining ones while pacing them to ensure that the arrival rate of the pulled packets does

not exceed the capacity of the bottleneck link. New data packets are pulled round-robin among

messages with the assumption that if a data packet leaves the network, a new one can be inserted

without overwhelming it.

Algorithm 5 provides pseudocode for the NDP implementation in P4. The protocol uses a stateful

operation to read the previous credit for the message and increment it if needed. This operation is

represented with the IfElseRaw extern, described in §3.2.2.

Homa [119] is the second protocol programmed on the nanoTransport prototype. It is also a

receiver-driven protocol, but unlike NDP, it is designed with the assumption that packet loss is

extremely rare in modern networks. Thus, it simply relies on timeouts to detect dropped packets

rather than utilizing packet trimming within the network. However, it does require switches to

support at least a few strict priority queues.

Additionally, rather than using a round-robin “pull” mechanism, Homa aims to minimize message

completion time by approximating SRPT [143] scheduling at the receiver. The associated SRPT

message granting logic is implemented via the priority scheduler extern described in §3.2.2. The

scheduler maintains metadata about all active messages, and the rank (i.e., priority) is assigned as

the remaining size of the message (a lower value is higher priority). The scheduler returns the highest

priority “grantable” message, where a grantable message is the one that has fewer than one BDP of

data outstanding. Messages are removed from the scheduler after they have been fully granted.

The implementation of the priority scheduler takes advantage of the fact that most messages are

small (less than 1 BDP) and hence do not need to be scheduled; only a few messages need to be
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Algorithm 6: Homa P4 Pseudocode

1 state msgPrio;
2 Control Ingress(out ingress metadata):
3 state msgState;
4 priorityScheduler grantScheduler;
5 if hdr.homa.flags.DATA then
6 msg info = GetRxMsgInfo();
7 if not msg info.fail and msg info.is new pkt then

// ifElseRAW extern
8 if msg info.is new msg then
9 msgState[msg info.id] = ... // initialize

10 else
11 msgState[msg info.id].remaining size -= 1;
12 sched msg = grantScheduler.apply(...);
13 if sched msg then

// RAW extern
14 msgState[sched msg.id].grantedIdx = sched msg.grant o↵set;
15 CtrlPktEvent(msgState[sched msg.id]);
16 else
17 DeliveredEvent();
18 if hdr.homa.flags.GRANT then
19 msgPrio[hdr.homa.tx msg id] = hdr.homa.prio;
20 CreditTxEvent();
21 Drop();
22 Control Egress(in egress metadata):
23 hdr.ethernet.SetValid();
24 hdr.ip.SetValid();

// RW extern
25 hdr.ip.tos = msgPrio[egress metadata.tx msg id];
26 hdr.homa.SetValid();
27 FillHeadersFromMetaData(egress metadata);

scheduled at any given time. Therefore, the scheduler extern maintains the message state in registers

so that it can compare them all simultaneously. The prototype scheduler extern supports up to 16

scheduled messages for simultaneous comparison whereas the remaining scheduled messages, if any,

are stored in a FIFO queue until a register space opens.

In addition to the scheduler, Homa uses two dual-ported memory primitives (§3.2.2) as shown in

Algorithm 6. One of those dual-ported memories is used to maintain information about messages –

it is accessed/updated by data packets as they arrive and then updated further down the pipeline

after deciding which message to grant. The other dual-ported memory is used to track the priority

of messages being transmitted. Incoming GRANT packets update the memory and outgoing data

packets read it. Hence, this state is shared between the ingress and egress pipelines.
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To evaluate the programmability of the prototype, a new low-latency, reliable message transport

protocol called Homa-Tr was created. Homa-Tr combines features from NDP and Homa, in the

manner a programmer might pick and choose features from di↵erent protocols. It includes NDP’s

ability to quickly recover from packet loss by trimming packets in the switches and sending negative

acknowledgments (NACKs). In the meantime, it adopts Homa’s ability to reduce message completion

time by GRANT’ing messages in SRPT order. Overall, it proved relatively quick and easy to

implement Homa-Tr, incorporating NDP’s packet trimming and NACK mechanism into Homa code.

Evaluation details are provided in §3.4.2.

P4 source code for the protocols is available in nanoTransport’s open source artifact [61]. The

NDP and Homa implementations required 376 and 520 lines of P4 code, respectively, which is an

order of magnitude less code than available software-based implementations.

3.4 Evaluating NanoTransport

The nanoTransport architecture is evaluated on the performance, correctness, and feasibility of

the transport protocol implementations. Microbenchmarks and end-to-end experiments with cycle-

accurate simulations on AWS FPGAs [145] with Firesim [81] are utilized to evaluate performance

and correctness. The FPGAs run at 90MHz, but a target CPU and NIC clock rate of 3.2GHz is

simulated. All of the results reported in this section are based on the target 3.2GHz clock rate.

To evaluate the feasibility of deploying the nanoTransport design in hardware, the FPGA resource

utilization is compared to a more traditional, open-source NIC, called IceNIC [81], which does not

implement the transport layer in hardware. More discussion about how the nanoTransport design

perform on an ASIC is provided in §3.5.1.

The design, implementation, and testing cycle for hardware prototyping is slow and expensive

(even on FPGAs). Yet, transport protocol designers generally need to conduct large-scale experi-

ments to verify a protocol’s functionality and usefulness. To ease the development process, a C++

based behavioral model for the nanoTransport architecture was developed in NS3 [138]. A protocol

is first tested at scale using NS3, before programming the hardware. Since the performance results

are the same for the NS3 model and the hardware prototype, the NS3 results are omitted here. The

source code for the NS3 behavioral model is provided as a part of the open-source artifact along

with the hardware prototype [61].
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Table 3.1: RX and TX latency (from first byte in until first byte out) on the nanoTransport architecture
for the NDP and Homa implementations when processing a single 16-Byte message (80-Byte packet).

RX Latency (ns) TX Latency (ns) Grand
Ingress Reassembly Total Packetize Egress Total Total (ns)

NDP 5 0.94 5.94 2.81 0.31 3.12 9.06
Homa 6.25 0.94 7.19 2.81 0.94 3.75 10.94

3.4.1 Latency and Throughput Microbenchmarks

NanoTransport is targeted to process packets at 200Gb/s. For 1088-Byte packets, 200Gb/s means

that a new packet can be transmitted or received every 44ns. The incast experiment described in

§3.4.2 verifies that this is the case.

In addition, the maximum throughput for the worst-case tra�c pattern is evaluated with nan-

oTransport. To measure the RX throughput, small 65-Byte packets are sent to a nanoTransport

receiver at 200Gb/s (380Mrps). Each packet is a separate message and carries 1 Byte of payload

as well as 64 Bytes of packet header. The measurements at the application layer verify that the

minimum-sized incoming messages are forwarded to the cores at line rate. On the TX side, the

same workload is generated on cores. The measurements from the network verify that the outgoing

messages are transmitted at line rate onto the wire. Overall, the prototype is verified to support the

target throughput of 200Gb/s in the worst case for both NDP and Homa implementations.

Table 3.1 shows the RX and TX latency breakdown for our NDP and Homa implementations.

Homa’s ingress and egress pipelines utilize five and two stages respectively and have a slightly higher

latency due to its central message scheduling decisions, whereas NDP utilizes only three and one

stage. The number of stages is determined by sequential dependencies between extern calls/memory

accesses. Nevertheless, the transport processing requires at most 7.2ns in the ingress path, and 3.8ns

in the egress path, resulting in a maximum transport layer round-trip time of 11ns.

NanoTransport’s latency is three orders of magnitude lower than the 4.8µs reported for the

Homa Linux Kernel Module [128]. The latency through the Linux network stack is very sensitive

to interrupt processing overheads and OS thread scheduling decisions. Ousterhout [128] reports tail

round-trip latency of 15.1µs, 23.4µs, and 24.1µs for Homa, TCP and DCTCP respectively.

eRPC [79] is a state-of-the-art, low-latency software network stack and reports a wire-to-wire

latency of 850ns. It is di�cult to compare nanoTransport directly to eRPC’s transport layer. How-

ever, the paper does report measurements that suggest that the congestion control logic adds an

average of 17.8ns of per-packet software latency, which is comparable to nanoTransport’s latency.
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(b) Message completion slowdowns.

Figure 3.2: Ten incast messages to the same receiver with di↵erent transport protocols and bottleneck
bu↵er sizes while sender and receiver NICs are all running the nanoTransport prototype.

That being said, this measurement is reported under the best-case conditions in which the network

is not congested and thus most of the congestion control logic is bypassed for almost all packets.

On the other hand, the nanoTransport latency values reported in Table 3.1 are deterministic. Fur-

thermore, the eRPC measurement does not include other aspects of the transport protocol such as

message packetization/reassembly or retransmission logic. Finally, as a result of running in software,

a single eRPC core can only process up to about 10Mrps, which is about 38⇥ lower throughput than

the pipelined nanoTransport design.

3.4.2 End-to-end Evaluation

To evaluate the end-to-end performance, the functionality of the architecture, and protocol imple-

mentations (i.e., NDP, Homa, and Homa-Tr), incast experiments were run using Firesim. In these

experiments, ten senders each transmit one message to the same receiver at the same time. Each

message has a distinct size, ranging from 20 to 38 MTU-sized (1088B) packets. This experiment is
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run on a simple dumbbell topology where the bottleneck link is the receiver’s downlink. The RTT

between the sender and the receiver is 525ns, and all the links run at 200Gb/s. Two experiments

are conducted in this setup; one in which the bottleneck bu↵er size is large enough to absorb the

incast, and one in which the bottleneck bu↵er size is too small to absorb the incast, resulting in

packet loss and/or trimming.

The correctness of the protocol programs is verified by examining the packet traces of the incast

experiment. Figure 3.2a shows the bottleneck queue occupancy in each experiment. As expected,

the NDP client PULLs a data packet every time it receives one, so that the total number of packets

in flight, and hence the queue occupancy, stays high until some messages are complete. On the other

hand, the Homa client sends GRANTs for only a few messages,5 which allows the queue occupancy

to stabilize at a low level after the first RTT of the incast.

Figure 3.2b shows the message completion time slowdown for each message in each of the two

experiments. The slowdown is defined as the ratio of the actual message completion time to the

ideal completion time without any congestion in the network (smaller is better).

When the bu↵er is large, packets are not lost, enabling both NDP and Homa to smoothly

PULL/GRANT new packets from the senders. However, Homa achieves lower slowdowns because

messages are GRANT’ed in SRPT order – a policy designed to minimize message completion time.

Since larger messages wait until the smaller ones are complete, the slowdown for Homa increases

with the message size. On the other hand, NDP pulls messages in a round-robin fashion, causing

similarly high slowdowns across all messages.

When the bu↵er size is too small to absorb the incast, the relative performance of the protocols

completely changes. In this case, NDP can achieve lower slowdowns because it enables senders to

quickly retransmit lost data using packet trimming and NACKs. Homa, on the other hand, relies on

timeouts to detect packet loss. Therefore, NDP still achieves similar slowdowns for all the messages,

whereas it takes longer for Homa to complete the messages.

The nanoTransport prototype is also programmed to implement a new protocol called Homa-Tr

(§3.3.4), which combines features of Homa and NDP. Homa-Tr incorporates NDP’s packet trimming

and NACK’ing mechanism into Homa so that messages are granted in SRPT order while enabling

quick recovery from packet loss. Figure 3.2b shows that Homa-Tr performs exactly the same as

Homa when the bu↵er size is su�ciently large. However, when the bu↵er size is reduced by half

(54KB), Homa-Tr is able to quickly recover from losses, and achieve ⇠2⇥ better slowdown compared

5
Homa sends GRANTs to multiple messages, called overcommitment, to account for cases where some senders are

busy with sending other messages.
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Figure 3.3: FPGA resource utilization of nanoTransport when running NDP and Homa (39KB max
message size and 16 concurrent messages) compared to traditional IceNIC, which does not implement any
transport processing.

Table 3.2: The resource utilization of the nanoTransport NDP prototype when configured to support both
16 and 128 concurrent 32KB messages. The percentage in each entry indicates the % utilization of the
corresponding resource available on the Virtex Ultrascale+ FPGA.

# Msgs Logic LUTs Flip Flops Total Mem (MB)
16 6999 (0.59%) 5043 (0.21%) 1.2 (11.9%)
128 23578 (1.99%) 8941 (0.38%) 8.4 (85.7%)

to Homa and ⇠1.5⇥ better slowdown compared to NDP.

Experimental results suggest that the nanoTransport architecture can be programmed to run

di↵erent low-latency protocols and that the protocol implementations behave as expected.

3.4.3 Feasibility

Next, the cost of implementing a programmable transport layer in hardware is evaluated. Figure 3.3

shows the FPGA resource utilization for the NDP and Homa implementations. To gauge the cost of

putting the transport layer in hardware, we compare the resources used by nanoTransport against

a baseline, called IceNIC [81], which does not implement any transport processing.

A basic NIC, like IceNIC, is very simple: It contains Ethernet header parsing, some staging

memory, and the DMA logic to transfer packets to and from host memory. Relative to IceNIC,

nanoTransport adds all the transport logic described above, and Figure 3.3 shows that the logic and

flip-flop utilization grows by about 30% for NDP and 60% for Homa. This is as much a reflection

of the simplicity of the simple IceNIC as the additional complexity of nanoTransport. Table 3.2

shows that nanoTransport consumes less than 2% of the logic and flip-flops of a Virtex Ultrascale+

FPGA [167]. It would require a much smaller fraction of an ASIC.

NanoTransport also requires memory for packetization and reassembly as opposed to IceNIC. The
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amount of memory depends on the number of concurrent messages. When designed to support up

to 16 concurrent 39kB messages, nanoTransport needs about 1.2MB of on-chip SRAM6 (Table 3.2).

If instead 128 concurrent 39kB messages are supported, it consumes 8.4MB, which occupies less

than 2mm2 on a modern 7nm ASIC. The memory requirement increases linearly with the number

of concurrent messages supported.

In conclusion, nanoTransport can easily be added to a modern NIC. Modern NIC ASICs already

include tens of MB of onboard SRAM [166]; adding the logic and memory for a programmable,

low-latency, reliable messaging transport layer appears to be a relatively small additional cost.

3.5 Discussion

3.5.1 FPGA versus ASIC

The nanoTransport prototype was built to run on an FPGA as a proof-of-concept and evaluation

platform. Yet, its design is not necessarily the right choice for an FPGA-based NIC, where the

FPGA itself can be re-optimized for a new transport protocol using Verilog.

In contrast, ASICs mostly run faster, consume less power, and cost less in volume than FPGAs [34].

For example, the Tonic [8] prototype uses a clock frequency of 100MHz whereas nanoTransport is

targeted to run at 3.2GHz. This frequency is a design choice that follows the NanoPU, and IceNIC

artifacts used to develop the nanoTransport design. NanoPU introduces a direct interface between

the NIC and the CPU register arrays. The width of the data path for this interface is 64 bits to fit

into the RISC-V register arrays. Hence, 200Gb/s at this interface can only be achieved with 3.2GHz

clock frequency, which is not far from being realistic for a typical CPU architecture.

On the other hand, commercial PISA pipelines typically run with 1 to 1.5GHz clock frequencies

to meet the timing requirements of stateless and stateful packet processing atoms when synthesized

into actual ASICs [150]. For example, Tofino [35] runs at 1GHz with a 7nm ASIC library to

achieve 12.8Tb/s for 32⇥400Gb/s ports. To achieve its exceptional speed – despite a clock frequency

lower than 3.2GHz used for nanoTransport – it uses a much wider data path than 64 bits used for

nanoTransport. By widening the data path, nanoTransport can also a↵ord to run at lower clock

frequencies that are more feasible for today’s manufacturing technologies and still maintain 200Gb/s.

Synthesizing the nanoTransport design and developing an actual ASIC implementation, possibly

with a RISC-V CPU core, remains an attractive future work. The processes used to synthesize

6
Including message payload and the associated state, as described in §3.2.4.
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commercial PISA pipeline solutions, e.g., Tofino, give confidence that nanoTransport can also be

taped out on high-performance chips. Even if the clock frequency is halved to succeed at this

task, nanoTransport would still be able to process packets almost an order of magnitude faster

than the state-of-the-art programmable architectures. After all, the clock frequency determines the

computation time for each cycle in the system while the number of cycles required to process a

packet stays constant with the given logic of protocols.

For example, Tonic uses only 10 cycles to process a single packet in the egress direction, but it

adds up to 100ns in total. In contrast, nanoTransport requires 23 cycles at most for the evaluated

protocols in one direction. However, the targeted – 32⇥ faster – clock rate enables 93% lower

end-to-end latency, i.e., 7ns, which implies only 14ns when the clock frequency is halved.

Note that NanoTransport’s higher number of cycles to process a packet is the cost of easier

programmability, i.e., relatively higher-level P4 language instead of Verilog. Nevertheless, this cost

is easily paid o↵ with the capability to run P4 pipelines in ASICs, which run more cycles per unit of

time. NanoTransport’s contribution here is that it replaces the programmable modules with PISA

pipelines, which can run at higher frequencies while still being programmable.

One downside of using PISA pipelines on ASICs is the limited number of compute operations. For

example, P4 does not allow floating point operations whereas it is possible – but very expensive in

latency and resources – to implement such operations in Verilog. These operations can theoretically

enable the developer to implement a much wider range of algorithms. Even then, Tonic does not

allow for such complex arithmetic to make sure every module completes in 1 cycle only.

Fortunately, both Tonic and nanoTransport show that a significant fraction of transport proto-

cols and algorithms can be implemented without floating point arithmetic. For the cases where such

arithmetic is required, §3.5.2 lists alternative strategies to enable or approximate the correspond-

ing computations. Hence, nanoTransport avoids this unnecessary flexibility to obtain faster clock

frequencies with ASICs in return.

In conclusion, while tested on FPGA, nanoTransport is designed to be implemented in a custom

NIC ASIC for faster packet processing with a lower energy footprint and enough programmability.

3.5.2 Programming New Protocols

So far, nanoTransport is programmed and evaluated when running low-latency receiver-driven pro-

tocols, NDP, Homa, and Homa-Tr. For comparison, it was also evaluated for what it would take to

program nanoTransport to run HPCC [102], which is sender-driven (rather than receiver-driven).
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An HPCC sender examines the stack of INT reports [88] in every packet, determines the bottleneck

link, and calculates the new window size. The PISA pipelines in nanoTransport can be used to

process INT reports given switches are capable of generating them. If needed, P4 programmable

switches can leverage the optimizations proposed in PINT [17] to reduce the amount of processing,

thus pipeline stages, in the NIC.7 The sender nanoTransport client can then use simple lookup tables

in the P4 pipeline to calculate the congestion window size.

Implementing DCQCN [175] and Swift [91] were also considered for nanoTransport. Both of

these algorithms involve floating point computation at the NIC to calculate transmission rates and

congestion windows. Although the nanoTransport prototype does not support floating point oper-

ations, there are three alternative design choices to enable them: (1) Add floating point to the P4

pipeline in hardware; assuming we need only about 200 million floating point operations per second,

this is relatively straightforward in a modern ASIC, (2) Use higher precision fixed point arithmetic,

which is already supported in switch ASICs [35], or (3) Use lookup tables in the P4 pipeline. I

anticipate that future ASIC implementations will utilize all three techniques.

3.5.3 Multiple Concurrent Protocols

The CPU might host multiple applications, each requiring high-performance transport protocols.

Hence, the NIC may need to support several protocols at the same time. For example, it might o↵er

a tail latency-optimized protocol for RPCs, while running a throughput-optimized protocol for the

same application’s bulk transfer tra�c.

NanoTransport can do this, provided it has su�cient resources. Essentially, the programmable

parser branches depending on the transport protocol identifier in the packet header, and the corre-

sponding control logic is applied.

Care would need to be taken by the protocol designer to avoid undesirable interactions between

the di↵erent transport protocols in the network. This is not specific to nanoTransport. It is a

problem that all cloud service providers need to solve, whether the transport layer is in hardware or

software. For example, Homa and NDP both assume that its receiver is the only entity allocating

bottleneck bandwidth to the incoming messages. The PULL/GRANT mechanism of Homa and

NDP may over/under-utilize the bottleneck link if the link is shared with non-GRANTed/PULLed

tra�c.
7
The switches compute the link utilization along the path instead of the end host.
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3.5.4 Encryption and Compression

Network operators may choose to use encrypted tra�c in their network for security reasons. Modern

NICs commonly include dedicated hardware modules for end-to-end encryption, and to compress

data to and from storage [112, 125, 132]. Although such modules are not included in the prototype,

an ASIC implementation of nanoTransport could easily include them in its processing pipeline.

3.5.5 Serializing RPC Data

Low-latency reliable message protocols frequently carry RPC requests, which need to be serialized

and deserialized at each end. It was recently observed that this process can add quite a lot of latency

to RPC requests [163]. Zerializer shows how marshaling and unmarshaling can be done in hardware.

While beyond the scope of this work, I anticipate ASIC implementations of nanoTransport to add

such capabilities to the hardware P4 pipeline.

3.5.6 Scalability

A key design choice when designing a nanoTransport ASIC will be the size of the SRAM. Once

picked at design time, all programmed protocols will need to live within the constraint. This means

the ASIC designer needs to decide, upfront, how many messages can be supported, and the size of

the largest message. The nanoTransport prototype supported up to 128 concurrent 32kB messages,

which is reasonable for Homa and NDP. However, a more careful study of other transport protocols

is needed before committing the size to an ASIC.

Careful consideration is also required when choosing the number of P4 pipeline stages, which in

turn determines how many serially-dependent operations can be performed on each packet header.

The prototype NDP and Homa programs require significantly fewer stages than the 10–20 stages

supported in some commercial P4 pipelines today [35]. However, more protocols should be evaluated

before committing to an ASIC design.

3.5.7 Other Use-Cases

In addition to RPCs, small messages are frequently sent for RDMA operations as well. Typically, an

RDMA-enabled NIC terminates transport logic with a fixed protocol, i.e., RoCE or Infiniband, and

directly accesses host memory without bothering the host CPU. NanoTransport can do the same by

sending reassembled messages directly to the DMA engine. I anticipate that this approach would
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be commonly supported on ASIC implementations of nanoTransport.

Moreover, an ASIC design would likely be configurable to bypass the packetization and reassem-

bly module, for transport layers that the application developer prefers to process in software. This

would be especially useful for applications that implement complex transport features that are not

available on hardware.

The available PISA pipelines also enable running data plane programs that are not transport

layer related, such as NetCache [76], SwitchML [141], and PPS [74] as long as enough TCAM,

SRAM, and pipeline stages are available. The exploration of other services that can be o✏oaded

onto nanoTransport is left as future work.



Chapter 4

Sub-RTT Congestion Control for

Lower Network Latency

Network operators are inclined towards increasing line rates and MTU sizes as much as possible

to satisfy the performance requirements of modern applications such as NVMe and distributed

ML [156, 110]. However, with larger Bandwidth Delay Products (BDPs), an increasing number

of transfers fit within a few BDPs, which entails transfer times that are predominantly a function

of queuing and propagation delays. While propagation delays are static, congestion control (CC)

manages queuing in the network.

Additionally, the transfer of data that fits within a few packets brings more challenges to CC

because it leaves little time for CC to make the correct decisions before the flow completes. The

only time CC can kick in is when a congestion signal arrives after each transmitted packet. However,

An RPC fitting inside fewer packets means that CC kicks in less frequently. Therefore, CC is under

more pressure than ever before to achieve minimal queuing and high link utilization, leaving no room

for imperfect control decisions.

Figure 4.1 illustrates how the rising BDPs make the data center workloads burstier, necessitating

CC to make decisions with higher quality and timeliness. The data for this figure was collected in

a recent analysis of RPC sizes in Google data centers for BDP sizes at 100Gb/s and 400Gb/s

(calculated using a typical base delay/RTT in data centers).

According to the distribution presented in Figure 4.1, the fraction of RPCs that fit within 1 and 4

BDP increases from 62% and 80% at 100Gb/s to 80% and 89% at 400Gb/s. Due to the heavy-tailed

50
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Figure 4.1: RPC size distribution for READ operations in Google’s data centers as of 2022

nature of the distribution, this 18% increase is equivalent to 3⇥ more RPC bytes that fit within a

single BDP at 400Gb/s. These RPCs are performance-sensitive to queuing and under-utilization,

and even a single incorrect or slow CC decision may end up creating tens of microseconds of tail

queuing [38], or cause under-utilization [151] in this regime. These events can prolong the flow

completion time by a few RTTs. Therefore, an increasing fraction of such short and bursty RPCs

raises the bar for the quality and timeliness of CC in minimizing network latencies.

In addition, Figure 4.1 reveals that a 400Gb/s link with just 40% load sees an RPC arrival or

completion roughly every RTT! Unfortunately, this is too frequent for CC when the control feedback

is inherently delayed by an RTT for each transmitted packet. In other words, when an RPC fits

within one BDP, there is no time for CC to correct for congestion before the RPC completes. A

sender can only send the entire small message at once and hope the network is capable of delivering

it with zero queuing for an ideal flow completion time (FCT). In the meantime, throughput is the

main contributor to FCT for long flows, so the senders must also attempt to utilize the links fully,

casually creating queuing.

The work presented in this chapter identifies two key aspects of CC that are imperative to address

the challenges of achieving higher CC quality and timeliness on burstier workloads:

First, the collection of granular feedback about the location and severity of congestion helps

mitigate over/under-reaction by the end-hosts. A precise CC algorithm should receive the exact state

of the bottleneck to correctly ramp down during congestion and ramp up during under-utilization.
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This congestion signal should involve switch telemetry, such as the current queue occupancy and link

utilization because it is the only accurate measure of congestion. This way, end-hosts can calculate

the exact number of packets they can inject into the network without creating congestion. §4.1

argues more about the e↵ectiveness and the feasibility of this accurate signal.

Second, the control loop delay is a significant determinant of how sensitive a control algorithm

can be. This delay is the time between a congestion event and the reaction from the senders arriving

at the bottleneck. The smaller the control loop delay, the more accurate and simpler decisions a

control system can make [116]. The state-of-the-art congestion control algorithms in production

are reported to work well to the extent their control loop delay allows [91, 102, 175]. However,

even a delay of one RTT will be too long for future networks to tolerate because of the increasing

BDPs [170]. Moreover, the ever-growing dynamism of workloads makes it ine�cient to take multiple

RTTs when converging to the fair share, making it necessary to explore mechanisms that reduce the

control loop delay to sub-RTT levels. §4.2 demonstrates how sub-RTT feedback mechanisms can be

designed as well as their promises.

Fortunately, the flexibility and precision provided by programmable switches [35, 67, 18] allow

the design of new mechanisms that can reduce the control loop delay and increase the granularity

of control algorithms. These state-of-the-art switches can generate custom control signals to report

fine-grained telemetry so that flows don’t need to rely on end-to-end measurements for detecting

congestion at the bottleneck link.

In this chapter, I present Bolt, an extremely precise CC design with minimal tail latency at very

high line rates. It is based on two main mechanisms: First, it harnesses the power of programmable

data planes to collect the most precise congestion feedback ever with absolute minimum (sub-RTT)

delay. Second, it ramps up flows proactively to occupy available bandwidth promptly. It is therefore

both as accurate and responsive as possible. To achieve its accuracy and responsiveness, it applies

the “packet conservation” principle [70] to the tra�c with accurate per-packet decisions in P4 [23].

The small per-packet cwnd changes, combined with Bolt’s fine-grained in-network telemetry, limit

the e↵ects of noise in the instantaneous congestion signal. Moreover, with Bolt, end-hosts do not

make implicit estimations about the severity and exact location of the congestion or the number of

competing flows, freeing them from manually tuned hard-coded parameters and inaccurate reactions.

The main contributions of this work are as follows:

1. A discussion of the fundamental limits for an optimal CC algorithm with minimal control loop

delay.
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2. Description of 3 mechanisms that collectively form the design of Bolt – an extremely precise

congestion control algorithm with the shortest control loop possible.

3. Implementation and evaluation of Bolt on P4 switches which achieves 86% and 81% lower

RTTs compared to Swift [91] for median and tail respectively.

4. NS3 [138] implementation for large scale scenarios where Bolt achieves up to 3⇥ better 99th-p

flow completion times compared to Swift and HPCC [102].

The remainder of this chapter describes the rationale behind the design of Bolt in §4.1 and §4.2. It

then provides the design details of Bolt in §4.3 and implementation insights in §4.4. Finally, further

evaluations and benchmarks are provided in §4.5, followed by a discussion of practical considerations

in §4.6.

4.1 Finding Precise Congestion Signals

4.1.1 Handicap of Surrogate Signals

Loss, ECN, and RTT are widely used signals, and this popularity mainly stems from the fact that

they are easily obtained from the network. Given the number of well-defined standards [46, 47, 21],

congestion control has evolved around these signals for the last four decades. But all three signals

are by-products of the congestion and are not an exact measure of the congestion itself. Next, I

consider the quality of each signal in turn.

Loss, of course, is the most common congestion signal and indicates that at least one bu↵er

is full along the forward or reverse path,1 which means the news of congestion arrives late after

the congestion is well underway. This is typically too late for latency-sensitive high-throughput

applications.

RTT is the only continuous, high-resolution signal that combines the constant propagation delay

and the dynamic queuing delay of switches along the path. Timely [117] uses RTT gradient to infer

congestion in the network. The idea is that a change in RTT indicates that the queue occupancy

of at least one switch is changing. The end-host should change its cwnd only if the change is at the

bottleneck link. One could argue that the primary purpose of a congestion control algorithm is to

adjust the sending rate of the end-host to match the fair share rate determined by the bottleneck

link. But, of course, RTT does not necessarily tell about changes at the bottleneck; an increase in

1
The non-congestion related loss is ignored here, assuming that it is rare in a modern wireline network
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RTT does not mean the bottleneck is more congested and therefore does not mean the end-host

should reduce its sending rate. Additionally, RTT is the sum of all the delays encountered along

the path, so some queue occupancy values may decrease while others increase making RTT a noisy

estimate of congestion. If an end-host reacts to changes in the aggregate queue occupancy, it will

react to irrelevant changes at non-bottleneck links, even when its fair share rate at the bottleneck

has not changed.

ECN [47] is a single-bit marking on packets by switches in the network. Unlike RTT, the ECN

value does not change depending on the distance to the destination. If the queue occupancy on a

link is above a threshold, the packet’s ECN field is set with a particular probability distribution.

Consequently, congestion is completely ignored until the queue occupancy reaches the threshold

value which requires relatively larger bu↵er sizes. If the ECN bit is set, the current bottleneck

queue occupancy is guaranteed to be above the threshold. However, the binary ECN value does

not indicate how bad the congestion is. Instead, modern schemes such as [4, 175, 122] use ECN

marks from consecutive packets to infer the corresponding distribution and estimate the congestion

themselves. Some studies suggest that multiple bits of ECN marking improve these algorithms [135,

147], motivating a more precise signal.

4.1.2 A Non-Surrogate Signal - Stamping Queue Occupancy

At the risk of stating the obvious, in a packet-switched wireline network there is a direct relationship

between queue occupancy and congestion. They are equivalent ; by controlling one the other is

inherently controlled. The exact measure of current congestion is determined precisely by the current

queue occupancy (or queuing delay, which is queue occupancy divided by link rate) at links along

the path. There is no other direct measure of congestion in a packet-switched wireline network.

An end-host armed with an up-to-date measure of queue occupancy at the bottleneck has the best

possible signal of congestion.

If the bottleneck bu↵er goes empty, the capacity is wasted and hence the long-lived flows are

needlessly prolonged. Then the end-host should increase its sending rate or cwnd. If bu↵ers are

too full, packets for short flows are unnecessarily delayed, which requires end-hosts to back o↵.

Therefore, it is reasonable to provide queue occupancy as an explicit congestion signal from the

network.

Another way to think about this precise signal, as opposed to RTT measurements, is to consider

what happens when a cross-flow causes a non-bottleneck queue to temporarily go non-empty. In
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such cases, the sender does not need to adjust its cwnd to keep the bottleneck link busy because

the congestion conditions have not changed. As a consequence, end-hosts need to be able to ignore

irrelevant delay information to make the best decision on the cwnd or the sending rate.

Obtaining the queue occupancy information from a switch is now easier than ever before. In fact,

it was never technically di�cult or expensive [65, 96]. Nowadays, any new switch ASIC is required

to support INT [88] and hence is already capable of placing queue occupancy information into IP

or custom higher layer headers as they pass through.

There are erroneous claims that stamping packets with queue occupancy consumes significant

additional power. A modern high-end switch chip consumes very little power reading a queue

occupancy, increasing the packet size to hold it, and then placing the value into the header. In one

estimate, if every packet was stamped with its queue occupancy, it would add less than 0.05% to

the overall chip power. This is in part because the majority of the chip power is expended on fixed

overhead (leakage current, serial I/O) and per-packet (not per-bit) processing in a pipeline [9].

In fact, queue occupancy is a simple and free piece of information for the following reasons:

1. Switches always know the current queue occupancy value. To maintain one or more

FIFO queues, the switch must do internal bookkeeping to keep track of their occupancy.

2. Switches read the queue occupancy value anyway. As soon as a packet arrives, a switch

needs to read the current occupancy value to decide whether to queue the packet or drop it.

Similarly, the queue occupancy value is updated at the time of departure. There is no need to

read the value again.

3. ECN is already a form of queue occupancy stamping. ECN requires switches to read

the current queue occupancy value, compare it to a threshold, and (in the case of RED AQM)

toss a coin to decide whether to mark the packet. Queue occupancy stamping would be a very

similar procedure except using a larger field in the packet header.

With modern programmable switches [35, 20, 67, 18] and programming languages [23], network

owners can redefine how their switches process packets. A 700-line P4 program shows how metadata

can be stamped to support INT, showing it is trivial to add queue occupancy stamping to deployed,

programmable switches. Furthermore, there is no need to wait for new standards to be defined: the

network operator only picks a header location that works in their network and is agreed upon by

the end hosts. In a data center, this can be proprietary and chosen to work with existing protocols

and boxes. RFC 8592 [22] o↵ers guidelines to stamp packets with metadata. Once such precise
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information is extracted from the switches, all that is left is to deliver it to the CC decision-makers

as soon as possible.

4.2 Towards Minimal Control Loop Delay

Timely feedback and reaction to congestion are well understood to be valuable for CC [117]. The

goal of Bolt is to push the limits on minimizing the control loop delay that is composed of two

elements: (I ) Feedback Delay (§4.2.1) – the time to receive any feedback for a packet sent, and

(II ) Observation Period (§4.2.2) – the time interval over which feedback is collected before cwnd

is adjusted. Most CC algorithms send a window of packets, observe the feedback reflected by the

receiver over another window, and finally adjust the cwnd, having a total control loop delay that

is even longer than an RTT [4, 29, 54, 91, 102, 175]. This section describes both Feedback Delay

and Observation Period in detail and discusses how these elements can be reduced to their absolute

minimum motivating Bolt’s design in §4.3.

4.2.1 Feedback Delay

There are two main types of feedback to collect for congestion control purposes: (I ) Congestion

Notification and (II ) Under-utilization Feedback.

Congestion Notification

The earliest time a CC algorithm can react to drain a queue is when it first receives the notification

about it. Traditionally, congestion notifications are reflected by the receivers with acknowledgments

[4, 19, 91, 102, 117, 137, 175]. We call this the RTT-based feedback loop since the delay is exactly

one RTT.

An experiment where the congestion notification is delivered to the sender after a constant,

configured (i.e., artificial) delay (and not via acknowledgments) demonstrates how notification delay

a↵ects performance. Setting this artificial delay to the queuing delay plus the propagation time

in the experiment is equivalent to RTT-based control loops described above. The experiment runs

two flows with Swift CC [91] on a dumbbell topology2 where the second flow joins while the first

one is at a steady state. The congestion signal is the RTT the packet will observe with current

congestion. Figure 4.2 (left) shows the time to drain the congested queue for di↵erent notification

2
RTT is 8 µs and all the links are 100Gb/s.
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Figure 4.2: E↵ect of notification delay on queue draining time.

delays. Clearly, smaller notification delay helps mitigate congestion faster as senders react sooner

to it.

More importantly, in addition to traveling unnecessary links, traditional RTT-based feedback

loops su↵er from the congestion itself because the notification waits in the congested queue before

it is emitted. Adding the queuing delay to the notification delay hinders tackling congestion even

more. During severe congestion events, this extra delay can add multiples of the base RTT to the

feedback delay [91].

To understand this more, the congestion mitigation time of scenarios where the notification

is generated at di↵erent locations in the network is also measured in Figure 4.2 (right). “Rcvr”

represents the RTT-based feedback loop where the congestion notification is piggybacked by the

receiver. “Egr” is when the switch sends a notification directly to the sender from the egress pipeline,

after the packet waits in the congested queue. “Ing” is when the notification is generated at the

ingress pipeline, as soon as a packet arrives at the switch. As expected, generating the congestion

notification as soon as possible improves performance by more than 2⇥.

Correspondingly, I stress that in order to reduce the notification delay to its absolute minimum,

the congestion notification should travel directly from the bottleneck back to the sender without

waiting in the congested queue.

Under-utilization Feedback

While flow arrival events add to congestion in the network, flow completion events open up capacity

to be used by other flows. Note that these events play an equally significant role in the network

performance because the number of flow completion events in a network is always equal to the number
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Figure 4.3: Under-utilization feedback

of flow arrival events. When a flow completes on a fully utilized link with zero queuing, the packets

of the completing flow leave the network and the link will suddenly become under-utilized until the

remaining flows ramp up (Figure 4.3a). As tra�c gets more dynamic, such under-utilization events

become more frequent, reducing the total network utilization. Therefore, in addition to detecting

congestion, a good control algorithm should also be able to detect any under-utilization in order to

capture the available bandwidth quickly and e�ciently [121].

In practice, CC schemes deliberately maintain a standing queue under a steady state, so that

when a flow completes, the packets in the queue can occupy the bandwidth released by the finished

flow until the remaining flows ramp up [101, 115]. For example, while HPCC was designed to keep

near-zero standing queue, the authors followed up that in practice, HPCC target utilization should

be set to 150% to improve network utilization [103], which implies half a BDP worth of standing

queue. Other CC schemes used in practice also maintain standing queues by filling up the bu↵ers

to a certain level before generating any congestion signal [4, 91, 175].

Figure 4.4 demonstrates how Swift behaves upon a flow completion when a long enough standing

queue is not maintained. There are two flows in the network3 and one of them completes at t = 200µs.

The remaining flow’s cwnd takes about 25 RTTs to occupy the released bandwidth as per the additive

increase mechanism in Swift. During this time interval, under-utilization happens despite the non-

zero queuing at a steady state. This under-utilization can also be observed when there are a larger

number of flows if the standing queue size is not adjusted appropriately [151].

Ideally, any remaining flow should immediately capture the cwnd of the completing flow without

under-utilizing the link. Therefore, an optimal congestion control algorithm is to detect flow com-

pletions early enough, proactively, to ramp up as soon as the spare capacity becomes available

(Figure 4.3b).

3
The dumbbell topology from Figure 4.2 (RTT: 8 µs, 100Gb/s links).
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Figure 4.4: cwnd of the remaining Swift flow and queue occupancy after a flow completion.
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Figure 4.5: Observation period adding up to an RTT to the control loop delay.

4.2.2 Observation Period

In addition to the feedback delay, the total control loop delay is usually one RTT longer for window-

based data center CC schemes. Namely, once the sender adjusts its cwnd, the next adjustment

happens only after an RTT to prevent reacting to the same congestion event multiple times. I call

this extra delay the observation period and illustrate it in Figure 4.5.

Once-per-window semantics are very common among CC schemes where the per-packet feedback

is aggregated into per-window observation. For example, DCTCP [4] counts the number of ECN

markings over a window and adjusts cwnd based on these statistics once every RTT. Swift compares

RTT against the target every time it receives an ACK but decreases cwnd only if it has not done so

in the last RTT. Finally, HPCC picks the link utilization observed by the first packet of a window

to calculate the reference cwnd which is updated once per window. As a consequence, flows stick
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Figure 4.6: HPCC and Swift’s reaction to flow arrival and completion versus the ideal behavior.

to their cwnd decision for an RTT even if the feedback for a higher degree of congestion arrives

immediately after the decision.

Updating cwnd only once per window removes information about how dynamic the instantaneous

load was at any time within the window. This e↵ect, naturally, results in late and/or incorrect

congestion control decisions, causing oscillations between under and over-utilized (or congested)

links when flows arrive and depart. Consider the scenario3 in Figure 4.6 where a new flow joins the

network at t = 100µs while another flow is at its steady state. HPCC drains the initial queue built

up in a couple of RTTs, but immediately oscillates between under-utilization and queuing for a few

iterations. Moreover, the completion of a flow at t = 650µs again causes oscillations. Under highly

dynamic tra�c, such oscillations may increase tail latency and reduce network utilization.

An alternative way to avoid oscillations would be to react conservatively similar to Swift. It

also reduces cwnd only once in an RTT during congestion but uses manually tuned parameters (i.e.,

ai and �) to make sure reactions are not impulsive. Although oscillations are prevented this way,

Figure 4.6 shows that Swift takes a relatively long time to stabilize.

In conclusion, once per RTT decisions can lead to either non-robust oscillations or relatively

slow convergence. This is especially problematic in high-speed networks where flow arrivals and

completions are extremely frequent. Ideally, the shortest observation period would be a packet’s

serialization time because it is the most granular decision unit for packet-switched networks. Yet,

the per-packet CC decisions should only be incremental to deal with the noise from observations
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Figure 4.7: Pipe model of Packet Conservation Principle

over such a short time interval.

4.3 Designing Precise and Sub-RTT Congestion Control

Bolt is designed for ultra-low-latency even at very high line rates by striving to achieve the ideal

behavior shown in Figures 4.4 and 4.6. The design aims to reduce the control loop delay to its

absolute minimum as described in §4.2.1. First, the congestion notification delay is minimized by

generating notifications at the switches and reflecting them directly to the senders (§4.3.1). Second,

the flow completion events are signaled by the senders in advance to hide the latency of ramp-up and

avoid under-utilization (§4.3.2). Third, cwnd is updated after each feedback for quick stabilization

where the update is at most one per packet to be resilient to noise. Together, these three ideas allow

for a precise CC that operates on a per-packet basis minimizing incorrect CC decisions.

Prior works have separately proposed sub-RTT feedback [51, 140, 168], flow completion signaling

[53], and per-packet cwnd adjustments [50, 82] which are discussed in §2.2. Bolt’s main innovation

is weaving these pieces into a harmonious and precise sub-RTT congestion control that is feasible

for modern high-performance data centers. The key is to address congestion based on the packet

conservation principle [70] visualized in Figure 4.7 where a network path is modeled as a pipe with

a certain capacity of packets in-flight at a time. When the total cwnd is larger than the capacity

by 1, there is an excess packet in the pipe which is queued. If the total cwnd is smaller than the

capacity by 1, the bottleneck link will be under-utilized by 1 packet per RTT. Therefore, as soon

as a packet worth queuing or under-utilization is observed, one of the senders should immediately

decrement or increment the cwnd, without a long observation period.

Bolt’s fundamental way of minimizing feedback delay and the observation period while generating

precise feedback for per-packet decisions is materialized with 3 main mechanisms:
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1. SRC (Sub-RTT Control) reduces congestion notification delay to its absolute minimum.

(§4.3.1)

2. PRU (Proactive Ramp Up) hides any feedback delay for foreseen under-utilization events.

(§4.3.2)

3. SM (Supply Matching) quickly recovers from unavoidable under-utilization events. (§4.3.3)

To realize these 3 mechanisms, Bolt uses 9 Bytes of transport-layer header detailed in listing 4.1.

The purpose of each field is explained as the design of Bolt is described in this section and the

switching logic for Bolt is summarized in Algorithm 7.

Listing 4.1: Bolt header structure

1 header bolt_h:

2 bit<24> q_size; // Occupancy at the switch

3 bit<8> link_rate; // Rate of congested link

4 bit<1> data; // Flags data packets

5 bit<1> ack; // Flags acknowledgements

6 bit<1> src; // Flags switch feedback

7 bit<1> last; // Flags last wnd of flow

8 bit<1> first; // Flags first wnd of flow

9 bit<1> inc; // Signals cwnd increment

10 bit<1> dec; // Signals cwnd decrement

11 bit<1> reserved; // Reserved

12 bit<32> t_data_tx; // TX timestamp for data pkt

4.3.1 SRC - Sub-RTT Control

As discussed in §4.2.1, a smaller feedback delay improves the performance of CC. Therefore, Bolt

minimizes the delay of the feedback by generating control packets at the ingress pipeline of the

switches – before the data packet waits in the congested queue – and sending them directly back

to the sender, a mechanism available in programmable switches such as Intel-Tofino2 [94]. While

in spirit, this is similar to ICMP Source Quench messages [124] that have been deprecated due to

feasibility issues in the Internet [96], Bolt’s SRC mechanism exploits precise telemetry in a highly

controlled data center environment.

Figure 4.8 depicts the di↵erence in the paths traversed by the traditional ACK-based feedback

versus the SRC-based feedback mechanism. As SRC packets are generated at ingress, they establish

the absolute minimum feedback loop possible by traveling through the shortest path between a
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Algorithm 7: Bolt logic at the switch

1 BoltIngress (pkt):
2 if not pkt.data then ForwardAndReturn(pkt)
3 CalculateSupplyToken(pkt) . see Algorithm 9
4 if cur q size � CCTHRESH then . Congested
5 if not pkt.dec then
6 pktsrc.queue size switch.q size
7 pktsrc.link rate switch.link rate
8 pktsrc.t data tx pkt.tx time
9 SendSRC(pktsrc)

10 pkt.dec, pkt.inc 1, 0
11 else if pkt.last then . Near flow completion
12 if not pkt.first then pru token++
13 else if pkt.inc then . Pkt demands a token
14 if pru token > 0 then
15 pru token pru token� 1
16 else if sm token �MTU then
17 sm token sm token�MTU
18 else
19 pkt.inc 0 . No token for cwnd inc.
20 ForwardAndReturn(pkt);

Sender Receiver

SRC ACK

Figure 4.8: Path of ACK-based vs. SRC-based (Sub-RTT) feedback

congested switch and the sender. Moreover, to further minimize the feedback delay, Bolt prioritizes

ACK and SRC packets over data packets at the switches.

Bolt generates SRC packets for every data packet that arrives when the queue occupancy is

greater than or equal to the CCTHRESH which is trivially set to a single MTU for minimal queuing.

Yet, if there are multiple congested switches along the path of a flow, generating an SRC at each

one of them for the same data would flood the network with an excessive amount of control packets.

To prevent flooding switches mark the DEC flag of the original data packet upon generation of an

SRC packet, such that no further SRC packets at other hops can be generated due to this packet

(lines 5 and 10 in Algorithm 7). This implies that the number of SRC packets is bounded by the

number of data packets in the network at any given time. In practice, however, the actual load of
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SRC packets is found to be extremely lower (§4.5.2). An approximation for the additional load of

SRC packets is presented in §4.6.3.

When there are multiple congested hops, and the flow receives SRC packets only from the first

one, the cwnd decrement still helps mitigate congestion at all of them. Consequently, even if con-

gestion at the first hop is not as severe as the others, Bolt would drain the queue at the first hop

and quickly start working towards the subsequent hops.

Bolt stamps two vital pieces of information on the SRC packets – the current queue occupancy

and the capacity of the link. In addition, it reflects the TX timestamp of the original data packet

(lines 6-8 in Algorithm 7). As the sender receives this packet, it runs the decision logic shown in

Algorithm 8. First, rttsrc is calculated as the time between transmitting the corresponding data

packet and receiving an SRC packet for it. This is the congestion notification delay for Bolt, which is

always shorter than RTT and enables sub-RTT control. The reflection of the TX timestamp enables

this computation without any state at the sender. Next, reaction factor is calculated as a measure

of this flow’s contribution to congestion. Multiplying this value with the reported queue occupancy

gives the amount of queuing this flow should aim to drain. All the flows aiming to drain only what

they are responsible for organically help for a fair allocation.

Finally, rttsrc
targetq

gives the shortest time interval between two consecutive cwnd decrements. This

interval prevents over-reaction because switches keep sending congestion notifications until the e↵ect

of the sender’s cwnd change propagates to them. For example, if the target queue has a single packet,

the sender decrements its cwnd only if rttsrc has elapsed since the last decrement. However, if the

queue is larger, Bolt allows more frequent decrements to equalize the total cwnd change to the target

queue size in exactly one rttsrc. As the required cwnd adjustments are scattered over rttsrc, Bolt

becomes more resilient to noise from any single congestion notification.

Events such as losses and timeouts do not happen in Bolt as it starts reacting to congestion way

in advance. However, due to the possibility of such events occurring, say due to misconfiguration or

packet corruption, handling retransmission timeouts, selective acknowledgments, and loss recovery

are kept the same as in Swift [91] for completeness.

4.3.2 PRU - Proactive Ramp Up

Bolt explicitly tracks flow completions to facilitate Proactive Ramp Up (PRU). When a flow is

nearing completion, it marks outgoing packets to notify switches, which plan ahead on distributing

the bandwidth freed up by the flow to the remaining ones competing on the link. This helps
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Algorithm 8: Bolt logic at the sender host

1 HandleSrc (pktsrc):
2 rttsrc  now � pkt.t tx data
3 reaction factor  flow.rate/pktsrc.link rate
4 targetq  pktsrc.queue size⇥ reaction factor . in number of packets
5 if rttsrc

targetq
 now � last dec time then

6 cwnd cwnd� 1
7 last dec time now
8 HandleAck (pktack):
9 if pktack.inc then . Capacity available

10 cwnd cwnd+ 1
11 if pktack.seq no � seq no at last ai then
12 cwnd cwnd+ 1 . per-RTT add. inc.
13 seq no at last ai snd next

remaining Bolt flows to proactively ramp up and eliminate the under-utilization period after a flow

completion (see Figure 4.3b).

When flows larger than one BDP are sending their last cwnd worth of data, they set the LAST flag

on packets to mark that they will not have packets in the next RTT. Note that this does not require

knowing the application-level flow size. In a typical transport like TCP, the application injects a

known amount of data to the connection at each send API call, denoted by the len argument [87].

Therefore, the amount of data waiting to be sent is calculable. LAST is marked only when the

remaining amount of data in the connection is within cwnd size. More detailed implementation is

described in §4.4.2.

A switch receiving the LAST flag, if it is not congested, increments the PRU token value for the

associated egress port. This value represents the amount of bandwidth that will be freed in the next

RTT. The switch distributes these tokens to packets without the LAST flag, i.e., flows that have

packets to send in the next RTT, so that senders can ramp up proactively.

However, only flows that are not bottlenecked at other hops should ramp up. To identify such

flows, Bolt uses a greedy approach. When transmitting a packet, senders mark the INC flag on

the packet. If a switch has PRU tokens (line 14 in Algorithm 7) or has free bandwidth (line 16 in

Algorithm 7, explained in §4.3.3), it keeps the flag on the packet and consumes a token (line 15 and

17, respectively). Else, the switch resets the INC flag (line 19), preventing future switches on the

path to consume a token for this packet. Then, if no switch resets the INC flag along the path, it is

guaranteed that all the links on the flow’s path have enough bandwidth to accommodate an extra

packet. The receiver reflects this flag in the ACK so that the sender simply increments the cwnd
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upon receiving it (lines 9-10 in Algorithm 8). There are cases where the greedy approach can result

in wasted tokens. The fallback mechanisms for these cases are discussed in §4.3.3.

Flows shorter than one BDP are not accounted for in PRU calculations. When a new flow starts,

its first cwnd worth of packets are not expected by the network and contribute to the extra load.

Therefore, the switch shouldn’t replace these with packets from other flows once they leave the

network. Bolt prevents this by setting the FIRST flag on packets that are in the first cwnd of the

flow. Switches check against the FIRST flag on packets before they increment the PRU token value

(line 12 of Algorithm 7).

Note that PRU doesn’t need reduced feedback delay via SRC packets, because it accounts for a

flow completion in the next RTT by design. A sender shouldn’t start ramping up earlier as it can

cause extra congestion before the flow completes. Therefore, the traditional RTT-based feedback

loop is the right choice for correct PRU accounting.

4.3.3 SM - Supply Matching

Events like link and device failures or route changes can result in under-utilized links without proac-

tive signaling. In addition, PRU tokens may be wasted if assigned to a flow that can not ramp up due

to being already at line rate or bottlenecked by downstream switches. For such events, conventional

CC approaches rely on gradual additive increase to slowly probe for the available bandwidth which

can take several tens of RTTs [4, 91, 117, 175]. Instead, Bolt is able to probe multiplicatively by

explicitly matching utilization demand to supply through Supply Matching (SM) described below.

Bolt leverages stateful operations in programmable switches to measure the instantaneous uti-

lization of a link. Each switch keeps track of the mismatch between the supply and demand for

the link capacity for each port, where the number of bytes the switch can serialize in unit time is

the supply amount for the link; and the number of bytes that arrive in the same time interval is

the demand for the link. Naturally, the link is under-utilized when the supply is larger than the

demand, otherwise, the link is congested. Note the similarity to HPCC [102] that also calculates

link utilization, albeit from an end-to-end point of view which restricts it to make once per RTT

calculations. Bolt o✏oads this calculation to the switch data plane so that it can capture the precise

instantaneous utilization instead of a coarse-grained measurement.

When a data packet arrives, the switch runs the logic in Algorithm 9 to calculate the supply

token value (sm token in the algorithms) associated with the egress port. The token accumulates

the mismatch between the supply and demand in bytes on every packet arrival for a port. A negative
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Algorithm 9: Supply Token calculation at the ingress pipeline for each egress port

1 CalculateSupplyToken (pkt):
2 inter arrival time now � last sm time
3 last sm time now
4 supply  BW ⇥ inter arrival time
5 demand pkt.size
6 sm token sm token+ supply � demand
7 sm token min (sm token,MTU)

value of the token indicates queuing whereas a positive value means under-utilization. When the

token value exceeds one MTU, Bolt keeps the INC flag on the packet and permits the sender to

inject an additional packet into the network (lines 16-17 in Algorithm 7). The supply token value is

then decremented by an MTU to account for the inflicted future demand.

If a switch port doesn’t receive a packet for a long time, the supply token value can get arbitrarily

large, which prohibits capturing the instantaneous utilization if a burst of packets arrives after an

idle period. To account for this, Bolt caps the supply token value at a maximum of one MTU. Details

on how this feature is implemented in P4 are provided in §4.4.

As noted earlier, there are cases where there can be wasted tokens, i.e., a switch consumes a token

(either PRU or SM) to keep INC bit but is reset by downstream switches. In such cases, SM will

find the available bandwidth in the next RTT. In the worst case, this happens for consecutive RTTs

and Bolt falls back to additive increase similar to Swift [91] (lines 12-14 in Algorithm 8). Namely,

cwnd is incremented once every RTT to allow flows to probe for more bandwidth and achieve fairness

even if they do not receive any precise feedback as a fail-safe mechanism.

4.4 Implementing Bolt Congestion Control

Bolt is implemented through Host (transport layer and NIC) and Switch modifications in the lab.

Snap [110] is used as the foundational user-space transport layer and Bolt is added in 1340 LOC

in addition to the existing Swift implementation. Plus, the switch-side implementation consists of

a P4 program – bolt.p4 – in 1120 LOC. Figure 4.9 shows the overview of the lab prototype as a

whole and details are provided below.
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Figure 4.9: Bolt system overview

4.4.1 Switch Prototype

The implementation is based on the programmable data plane of Intel Tofino2 [35] switches as they

can provide the queue occupancy of the egress ports in the ingress pipelines and generate SRC

packets [94]. This is crucial for Bolt to minimize the feedback delay incurred by SRC packets as

they are not subject to queuing delay at congested hops.

When congestion is detected in the ingress pipeline, the switch mirrors this packet to the input

port while forwarding the original one along its path. The mirroring configuration is determined

with a lookup table that matches the ingress port of the packet and selects the associated mirroring

session.

The mirrored packet is then trimmed to remove the payload and the flow identifiers (i.e.,

source/destination addresses and ports) are swapped. Finally, SRC flag is set on this packet to

complete its conversion into an SRC packet.

The entire bolt.p4 consists mainly of register array declarations and simple if-else logic as shown

in Algorithm 7. There are 4 register arrays for storing queue occupancy, token values, and the last

packet arrival time. All of the register arrays are as large as the number of queues on the switch

because the state is maintained per queue. In total, only 3.6% and 0.6% of available SRAM and

TCAM, respectively, are used for the register arrays, tables, and counters.

The switch keeps the last packet arrival time for every egress port to calculate the supply for the

link. On each data packet arrival, the di↵erence between the current timestamp and the last packet

arrival time is calculated as the inter-arrival time. This value should ideally be multiplied with

the link capacity (line 4 of Algorithm 9) to find the supply amount. However, since floating point

arithmetic is not available in PISA pipelines, a lookup table indexed on inter-arrival times is used to
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determine the supply amount. The size of this lookup table is set as 65536 where each entry is for

a di↵erent inter-arrival time with a granularity of a nanosecond. Consequently, if the inter-arrival

time is larger than 65 microseconds, the supply token value is directly set to its maximum value of

1 MTU which triggers INC flag to be set. We find that, at a reasonably high load, 65 microseconds

of inter-arrival time is rare enough for links greater than 100Gb/s such that any longer value can be

safely interpreted as under-utilization.

The Bolt prototype is based on a single HW pipeline. Therefore, the Bolt logic is implemented

entirely at the ingress pipeline to make it easier to understand and debug its logic. However, since

PRU and SM maintain state per egress port, they could also be implemented at the egress pipeline

with minor modifications. This way, the state for packets from multiple ingress pipelines would

naturally be aggregated.

4.4.2 Host Prototype

The Snap transport layer uses the NIC hardware timestamps to calculate rttsrc as described in

Algorithm 8. When a sender is emitting data, the TX timestamp is stamped onto the packet. The

switch reflects this value back to the sender, so that rttsrc is the di↵erence between the NIC time

when the SRC packet is received (RX timestamp) and the reflected TX timestamp. This precisely

measures the network delay to the bottleneck without any non-deterministic software processing

delays.

The transport layer also multiplexes RPCs meant for the same server onto the same network

connection. Then, the first cwnd bytes of a new RPC aren’t necessarily detected as the first window

of the connection. To mitigate this issue, the Bolt prototype keeps track of idle periods of connections

and resets the bytes-sent counter when a new RPC is sent after such a period. Therefore the FIRST

flag is set on a packet when the counter value is smaller than cwnd.

Finally, the last window marking for PRU requires determining the size of the remaining data

for each connection. In the prototype, the connection increments pending bytes counter by the size

of data in each send API call from the application. Every time the connection transmits a packet

into the network, the counter value is decremented by the size of the packet. Therefore the LAST

flag is set on a packet when this counter value is smaller than cwnd. On a standard Linux kernel

implementation, equivalent signaling can be achieved by setting the LAST flag whenever the send

bu↵er occupancy is smaller than cwnd.

Alternatively, some modern applications know the size of the flows they will create in advance,
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e.g., distributed ML training [136]. If such applications could reveal this information to the transport

layer, Bolt could use it to start PRU signaling as well. However, developing this interface between the

applications and the transport layer would be disruptive to existing implementations of networking

stacks and applications. Hence, Bolt’s design focuses on self-contained transport layer solutions and

leaves inter-layer collaboration as an interesting future work.

4.4.3 Security and Authentication

Getting Bolt to work for encrypted and authenticated connections was a key challenge in the lab. The

prototype uses a custom version of IPsec ESP [68, 85] for encryption atop the IP Layer. However,

switches need to read and modify CC information at the transport header without breaking end-to-

end security. The crypt o↵set of the protocol allows packets to be encrypted only beyond this o↵set.

It is set such that the transport header is not encrypted, but is still authenticated.

In addition, switches cannot generate encrypted packets due to the lack of encryption and decryp-

tion capabilities. To remedy this, SRC packets are generated on switches as unreliable datagrams

per RoCEv2 standard by adding IB BTH and DETH headers while removing the encryption header.

The RoCEv2 packets have the invariant CRC calculated over the packet and appended as a

trailer. Fortunately, Tofino2 provides a CRC extern that is capable of this calculation over small,

constant-size packets [92]. As a result, NICs are able to forward the SRC packets correctly to the

upper layers based on the queue pair numbers (QPN) on the datagrams.

4.5 Evaluating Bolt

Bolt is evaluated on NS3 [138] micro-benchmarks to demonstrate its fundamental capabilities in

§4.5.1 followed by sensitivity and fairness analysis in §4.5.2 and §4.5.3. Then, large-scale experiments

are run in §4.5.4 to measure the end-to-end performance of the algorithm, i.e., flow completion time

slow-downs. Finally, the lab prototype is evaluated in §4.5.5.

4.5.1 Micro-Benchmarks

Significance of SRC

The only way for Bolt to decrease cwnd is through SRC whose e↵ectiveness is best observed during

congestion. Therefore, the same flow arrival scenario described in Figure 4.6 is repeated with Bolt.4

4
The dumbbell topology with two flows (8 µs RTT at 100Gb/s).



CHAPTER 4. SUB-RTT CONGESTION CONTROL FOR LOWER NETWORK LATENCY 71

�

�

�

��

4
XH
XL
QJ
��͐
V�

%ROW
6ZLIW
+3&&
577�EDVHG�,GHDO

��� ��� ��� ��� ���
7LPH��͐V�

��

��

���

8W
LOL
]D
WLR
Q�
��
�

Figure 4.10: Bolt’s reaction to flow arrival versus the ideal behavior.

Typically, with conventional RTT-based congestion control algorithms, a new flow starting at line

rate emits BDP worth of packets until it receives the first congestion feedback after an RTT. If the

network is already fully utilized before this flow, all emitted packets end up creating a BDP worth

of queuing even for an RTT-based ideal scheme. Then, the ideal scheme would stop sending any

new packets to allow draining the queue quickly which would take another RTT. This behavior is

depicted as red in Figure 4.10 where a new flow joins at 100µs.

HPCC’s behavior in Figure 4.6 is close to the ideal given that it is an RTT-based scheme with

a high precision congestion signal. As the new flow arrives, the queue occupancy rises to 1 BDP.

However, the queue is drained at a rate slower than the link capacity because flows continue to

occasionally send new packets while the queue is not completely drained.

Bolt, on the other hand, detects congestion earlier than an RTT. Therefore it starts decrementing

cwnd before the queue occupancy reaches BDP and completely drains it in less than 2 RTTs, even

shorter than the RTT-based ideal scheme.

In addition, HPCC’s link utilization drops to as low as 75% after draining the queue and oscillates

for some time, which is due to the RTT-long observation period (§4.2.2). Bolt’s per-packet decision

avoids this under-utilization.
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Figure 4.11: Queuing and cwnd of the remaining flow after a flow completes. See Figure 4.4 for the
complete ramp-up of Swift.

Significance of PRU

Flow completions cause under-utilization without proactive ramp-up or standing queues because

conventional congestion control algorithms take at least an RTT to react to them (§4.2.1). Moreover,

as shown in Figure 4.4 for Swift, a standing queue might not be enough to keep the link busy if the

cwnd of the completing flow is larger than the queue size.

The same scenario is repeated with Bolt to test how e↵ective proactive ramp-up can be upon

flow completions against Swift and HPCC. Figure 4.11 shows the cwnd of the remaining flow and the

queue occupancy at the bottleneck link. When a Bolt flow completes at t=200µs, the remaining one

is able to capture the available bandwidth in 1µs because it starts increasing cwnd (by collecting PRU

tokens) one RTT earlier than the flow completion. Moreover, neither queuing nor under-utilization is

observed. HPCC, on the other hand, takes 20µs (> 2⇥RTT) to ramp up for full utilization because

it needs one RTT to detect under-utilization and another RTT of observation period before ramping

up. Finally, Swift takes more than 370µs to reach the stable value due to the slow additive increase

approach which doesn’t fit into Figure 4.11. The complete ramp-up of Swift is shown in Figure 4.4.

Although PRU and SM seem to overlap in the way they quickly capture available bandwidth,

PRU is a faster mechanism compared to SM because it detects under-utilization proactively. To

demonstrate that, a star topology is created with 100Gb/s links and a base RTT of 5µs, where 5

senders send 500KB to the same receiver. Flows start 15µs apart from each other to complete at
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Utilization (%) PRU OFF PRU ON

SM
OFF 90.46 97.38
ON 92.41 98.54

Table 4.1: E↵ectiveness of Bolt’s PRU and SM on the bottleneck utilization.
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Figure 4.12: cwnd of the remaining Bolt flow and queue occupancy after a flow is rerouted.

di↵erent times so that PRU and SM can kick in. The experiment is repeated while disabling PRU or

SM and measuring the bottleneck utilization to observe how each mechanism is e↵ective at achieving

high throughput.

Table 4.1 shows the link utilization between the first flow completion and the last one. When only

PRU is disabled, the utilization drops by 6% despite having SM. On the other hand, disabling SM

alone causes only a 1% decrease. This indicates that PRU is a more powerful mechanism compared

to SM when under-utilization is mainly due to flow completions in the network. Together, they

increase utilization by 8%.

Significance of SM

Unlike flow completions, events such as link failure or rerouting are not hinted in advance. Then,

PRU doesn’t kick in, making Bolt completely reliant on SM for high utilization. To demonstrate

how SM quickly captures available bandwidth, the same setup from Figures 4.4 and 4.11 are used,

but the second flow is rerouted instead of letting it complete.

Figure 4.12 shows the cwnd of the remaining flow after the other one leaves the bottleneck.

Thanks to SM, cwnd quickly ramps up to utilize the link in 23µs (Figure 4.12a). When SM is

disabled, the only way for Bolt to ramp up is through traditional additive increase which increases
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Figure 4.13: SRC overhead and sensitivity for di↵erent levels of burstiness

cwnd by 1 every RTT (Figure 4.12b). Therefore it takes more than 33 RTTs to fully utilize the link.

4.5.2 Sensitivity Analysis

Overhead of SRC

To mitigate congestion, Bolt generates SRC packets in an already-loaded network. In order to

understand the extra load created by SRC, the bandwidth occupied by SRC packets at di↵erent

burstiness levels is measured. For this purpose, the same star topology from §4.5.1 is used. The

number of senders changes between 1 and 63 to emulate di↵erent levels of burstiness towards a single

receiver at 80% load. The tra�c is based on the READ RPC workload from Figure 4.1.

Figure 4.13 shows the bandwidth occupied by the SRC packets (top) and the 99th-p queue

occupancy at the bottleneck (bottom) with a di↵erent number of senders. When there are multiple

senders, the SRC bandwidth is stable at 0.33Gb/s (0.33% of the capacity). Similarly, the tail queuing

is also bounded below 6.4µs for all the experiments. Therefore, one can conclude that Bolt is able

to limit congestion with a negligible amount of extra load in the network. In §4.5.5, it is shown that

the overhead is negligible for the lab prototype as well.
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Figure 4.14: 99th-p Slowdown for messages smaller than BDP at line rates higher than 100Gb/s

Robustness Against Higher Line Rates

One of the goals of Bolt is to be robust against ever-increasing line rates in data centers. To evaluate

the performance at di↵erent line rates, the previous simulations is repeated with 63 senders where

the link capacity is increased from 100Gb/s to 200Gb/s and 400Gb/s. This way, the burstiness of

the senders increases, making it di�cult to maintain small queuing at the switches. Therefore, flow

completion time (FCT) slowdown5 of small flows are a↵ected the most, whereas throughput oriented

large flows would trivially be better o↵ with higher line rates [43].

Accordingly, only the 99th-p FCT slowdown for flows that are smaller than BDP (at 100 Gb/s)

are plotted in Figure 4.14. Swift’s performance monotonically decays with higher link rates due to

the increasing burstiness. Similarly, HPCC at 400Gb/s achieves 25% worse performance compared

to the 100Gb/s scenario for flow sizes up to 0.7 BDP. For the rest of the workload, HPCC makes

a leap such that it performs worse than other algorithms irrespective of the line rates. Bolt on the

other hand is able to maintain small and steady tail slowdowns for all the small flows despite the

increasing line rates.

4.5.3 Fairness Analysis

The fairness of Bolt was tested with an experiment on a dumbbell topology with 100Gb/s links. In

this experiment, a new flow is added or an existing one is removed every 10 milliseconds. Then, the

5
FCT slowdown is flow’s actual FCT normalized by its ideal FCT when the flow sends at line-rate, e.g., when it

was the only flow in the network.
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Figure 4.15: Fair share allocation by Bolt

Metric Swift HPCC Bolt

99th-p Queuing (msec) 23.543 23.066 13.720
99th-p FCT Slowdown 7017 5037 5000

Table 4.2: Tail queuing, and FCT slowdown for Bolt, HPCC, and Swift in a 5000-to-1 incast.

throughput of each flow is measured which is shown in Figure 4.15. The results indicate that Bolt

flows converge to the new fair share quickly when the state of the network changes.

4.5.4 Large Scale Simulations

One of the most challenging cases for CC is a large-scale incast. To evaluate Bolt’s performance

in such a scenario, a 5000-to-1 incast is set up on the star topology described earlier where each

one of 50 senders starts 100 same-size flows at the same time. Table 4.2 presents the 99th-p queue

occupancy and FCT slowdown for the incast. Since Bolt detects congestion as early as possible, it

bounds tail queuing to a 41% lower level compared to Swift and HPCC. In addition, the tail FCT

slowdown for Bolt is 5000, indicating full link utilization. Moreover, the bandwidth occupied by the

SRC packets is as low as 0.77Gb/s throughout the incast. This is only twice the overhead for 80%

load in §4.5.2, despite the extreme bursty arrival pattern of the incast.
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Figure 4.16: FCT slowdown for READ RPC Workload from Figure 4.1

The performance of Bolt on a cluster-scale network is evaluated as well. In this simulation,

64 servers are connected with 100Gb/s links to a fully subscribed fat-tree topology with 8 ToR

switches. All the other links in the simulation are 400Gb/s and the maximum unloaded RTT is 5µs.

The servers run tra�c based on two workloads at 80% load: (i) the READ RPC workload described

in Figure 4.1 represents tra�c from Google data centers, (ii) the Facebook Hadoop workload [139].

Figure 4.16 and 4.17 show the median and 99th-p FCT slowdown for the workloads. Note that the

Hadoop workload is relatively more bursty where 82% of the flows/RPCs fit within a BDP in the

given topology. Hence a large fraction of the curves in Figure 4.17 is flat where all the RPCs in this

region are extremely small (i.e., single packet).

For both of the workloads, Bolt performs well across all flow sizes. Specifically, Bolt and HPCC

achieve very low FCT for short flows (<7KB) because of a few design choices: First, they maintain

zero standing queues. Plus, Bolt’s SRC reduces the height of queue spikes after flow arrivals. HPCC,

on the other hand, tends to under-utilize the network upon flow completions (§4.2.1), statistically

reducing queue sizes.

FCT of median-size flows (a few BDPs) starts to degrade for HPCC due to under-utilization

described in §4.2.1 and §4.2.2. Bolt performs up to 3⇥ better in this regime by avoiding under-

utilization thanks to PRU and SM. Swift’s standing queues prevent under-utilization, but FCTs are

high because median-size flows are also a↵ected by the queuing delay.

The impact of queuing diminishes and utilization becomes the dominant factor for long flows.

Therefore Bolt and Swift perform better than HPCC. In addition, Bolt is slightly better at the tail
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Figure 4.17: FCT slowdown for Facebook Hadoop Workload

compared to Swift, while Swift is slightly better at the median, suggesting that Bolt is fairer.

4.5.5 Bolt in the Lab

Bolt’s lab testbed consists of 2 servers and 2 Intel Tofino2 [35] switches. Each server runs 4 packet

processing engines running Snap [110] that provide the transport layer with the Bolt algorithm. Each

engine is scheduled on a CPU core that independently processes packets so that a large number of

connections can be created between the servers. Links from the servers to the switches are 100Gb/s

and the switches are connected with a 25Gb/s link to guarantee that congestion takes place within

the network. The base-RTT in this network is 14µs and flows between the servers are generated

based on the READ RPC workload.

Bolt is evaluated on two scenarios. First, a 100% (of 25Gb/s) load is run to see if the prototype can

saturate the bottleneck. Then, a 80% load is run to compare the congestion mitigation performance

of Bolt against Swift in a more realistic scenario. Finally, the results from the lab and the simulations

are compared to verify the simulator implementations.

The median and the 99th-p RTT at 100% load for Swift are 189µs and 208µs respectively. These

numbers are high because Swift maintains a standing queue based on the configured base delay to

fully utilize the link even after flow completions. Bolt, on the other hand, attains 27µs and 40µs

of median and tail RTT, 86% and 81% shorter than Swift. In the meantime, it achieves 24.7Gb/s

which is only 0.8% lower compared to Swift despite the lack of a standing queue.

The same experiment is repeated with 80% load. The results show that both Swift and Bolt
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Figure 4.18: Bolts’s lab prototype matches its simulator

can sustain 80% (20Gb/s) average link utilization. Figure 4.18 shows the CDF of measured RTTs

throughout the experiment. Similar to the 100% load case, the median and tail RTTs for Bolt are

25µs and 40µs, 86% and 83% lower compared to Swift respectively.

For Swift in this experiment, the base target delay is set as 50µs and the flow scaling range as

200µs, which are the specified values in the paper [91]. Swift’s average RTT in Figure 4.18 is higher

than Swift paper’s value (⇠50µs), because of two reasons. First, this workload is burstier than the

ones in Swift paper. Second, the 25Gb/s bottleneck implies a higher level of flow scaling than with

100Gb/s links.

Moreover, the bandwidth occupied by the SRC packets is measured in the lab as 0.13Gb/s,

0.536% of the bottleneck capacity. This is consistent with the observation in §4.5.2 despite the

larger SRC packets with custom encapsulations.

Finally, the 80% load experiment is simulated in NS3 [138] with the same settings to verify

that the simulator matches the observations in the lab. Figure 4.18 also shows the CDF of RTTs

measured throughout the simulation. The median and tail RTTs from the simulations are 21µs and

39µs, within 15% and 0.025% of the lab results respectively. These results give confidence when

interpreting the results of larger-scale simulations of Bolt.
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4.6 Discussion

4.6.1 Practical Considerations

Typically, new products are deployed incrementally in data centers due to availability, security, or

financial concerns. As a consequence, the new product (i.e., the CC algorithm) lives together with

the old one for some time called brownfield deployment. There are four potential issues that Bolt

could face during this phase, which are addressed below.

First, some switches in the network may not be capable of generating SRC packets while new

programmable switches are being deployed. Unfortunately, the vanilla Bolt design cannot control

the congestion at these switches. This can be addressed by running an end-to-end algorithm on

top of Bolt. For example, imagine the Swift algorithm calculates a fabric cwnd as usual in parallel

with Bolt’s calculation of cwnd using SRC packets. Then, the minimum of the two is selected as

the e↵ective cwnd for the flow. When an older generation switch is congested, SRC packets are

not generated, but Swift adjusts the cwnd. Consequently, flows benefit from ultra-low queuing at

the compatible switches while falling back to Swift when a non-programmable switch becomes the

bottleneck.

Moreover, while queue occupancy stamping is quite promising, the use of other signals might

still be beneficial to end-hosts. For example, a congestion control algorithm might measure RTT

in addition to queue occupancy stamps, similar to combining RTT and ECN as in [169]. While

bottleneck queue occupancy helps the end-host to converge to max-min fair rate allocation, RTT

value could be used to determine proportionally fair resource allocation across the network. A flow

with high RTT but low bottleneck queue occupancy could still be throttled to prevent over-utilization

of other network resources.

The second possible issue with Bolt’s deployment would be the incremental migration of end-

hosts to Bolt. Then, Bolt would need to coexist with the prior algorithm. Studying the friendliness

of algorithms with Bolt through frameworks such as [72] and [162] remains a future work. For

example, TCP CUBIC would not coexist well with Bolt as it tries to fill the queues until a packet

is dropped while Bolt continuously decrements its cwnd due to queuing. Instead, the use of QoS

(Quality of Service) queues can be useful to isolate Bolt tra�c from the rest. §4.6.2 describes a

baseline approach for such deployment.

Third, the transport o✏oading on modern smart NICs uses batching to sustain high line rates.

Scenarios where packet transmissions are batched even when the cwnd is smaller than BDP can still
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trigger SRC generation, inhibiting flows to increase cwnd to the right value. Bolt can alleviate such

bursts with a higher CCTHRESH that tolerates batch size worth of queuing at the switches.

Finally, Bolt is designed to run on Tofino programmable switch architecture, but Intel has

discontinued the development of the future generations for Tofino. This should not be a game-

stopper for Bolt because programmability was just a utility while designing the algorithm. Now

that it is designed and evaluated, its logic can also be implemented on fixed-function ASICs to assist

network owners if needed. Essentially, most switches that are capable of exposing switch bu↵er

occupancy, maintaining counters (i.e., token values), and stamping packets based on those counter

values can be configured to run the Bolt logic. Validating this hypothesis on an actual commercial

switch remains as an interesting industry challenge.

4.6.2 Bolt with QoS

The relationship between congestion control algorithms and QoS has always been contradictory.

An ideal congestion control algorithm aims to mitigate any queuing at the switch, whereas a QoS

mechanism always needs enough queuing to be able to di↵erentiate packet priorities and serve one

before the other. Put another way, QoS only takes e↵ect when the arrival rate at a link is greater

than the capacity such that it causes queue build-up. Yet, QoS is vital for commercial networks to

be able to di↵erentiate applications or tenants for business-related reasons [15]. This is particularly

true for unavoidable transient congestion events, e.g., incast.

Fortunately, the way Bolt reports queue occupancy is QoS-agnostic such that it can generate SRC

packets with the occupancy of the queue assigned by the QoS mechanism. Consequently, it would

try to minimize queuing at that particular queue. Similarly, the way PRU tokens are calculated

would be queue-specific instead of being egress port-specific. For example, if there are P ports on

a switch and n QoS levels per port, the size of the register array that maintains the token values

would be of P ⇥ n and flows would only be able to proactively ramp up if another flow with the

same QoS level is about to finish.

On the other hand, accounting for the supply token requires the service rate for the associated

queue (§4.3.3) which would be a dynamic value depending on the current demand for di↵erent QoS

levels. There are at least two approaches for maintaining supply tokens correctly and implementing

a QoS-aware version of Bolt on programmable switches.
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Algorithm 10: Supply Token calculated for QoS queue i at the switch with n QoS levels
serving the same egress port

1 Function CalculateSupplyToken(pkt):
2 inter arrival time now � last sm time
3 last sm time now
4 weffective  0
5 for j  0 to n do
6 if i = j or q sizej 6= 0 then
7 weffective  weffective + wj

8 supply  BW ⇥ inter arrival time⇥ ( wi
weffective

)

9 demand pkt.size
10 sm token sm token+ supply � demand
11 sm token min (sm token,MTU)

Ideal Approach

Imagine a scenario where weighted fair queuing [131] is applied for QoS purposes. Then, Bolt would

need to be able to increment the supply token value based on the weight associated with the QoS

level (wi) and the link capacity (C) as well as the demand for each QoS level. For example, when all

QoS levels have at least 1 packet in their queue, a packet arriving at QoS level i should increment

the token value by C ⇥ wi ⇥ tinter�arr. Where
P

8i wi = 1 and tinter�arr is the time between the

arrival of the most recent packet and the previous one on the associated QoS queue.

If a QoS queue is empty, its weight is distributed to other QoS levels in proportion to each level’s

own weight. Therefore, Bolt should adjust the supply token value of QoS level i based on the logic

presented in Algorithm 10.

Note that in order to be able to determine the service rate of each queue, queue occupancy of

other queues would be required. This requirement creates a challenge for P4 switches since only one

queue’s occupancy can be read at a time. A workaround to this would be to create shadow register

arrays for each priority queue where they get updated whenever a value is not being read from them.

Moreover, the calculation at line 8 of Algorithm 10 requires floating point arithmetic which could

be addressed via lookup tables.

Heuristic Approach

A simpler mechanism to enable QoS on Bolt switches would be to introduce probabilistic SRC

generation where higher priority tra�c has a lower probability of generating an SRC packet. This

would naturally keep the rates of high-priority flows high while throttling others. Yet, an extensive
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empirical study would be required to determine the probabilities such that the queuing for all the

QoS levels is bounded to some extent. Given that Bolt aims to minimize tail queuing in the network,

introducing probabilistic behavior into its design may not be a preferable strategy. Any trade-o↵

between deterministic congestion mitigation and QoS is left to network operators’ discretion if such

a heuristic approach is pursued.

4.6.3 Approximating SRC Overhead

Bolt switches generate SRC packets for every data packet they receive as long as there is queuing,

given that the data packet is not marked with the DEC flag. Then the number of SRC packets in

the network depends on how long queuing persisted and how many packets are received in this time

interval.

At a steady state where no new RPCs join the network, one can estimate the fraction of time

queuing persists on a bottleneck. Congestion at this regime happens only due to the once-per-RTT

additive increase of 1 by each flow.

As described in §4.3.1, senders pace cwnd decrements such that the total number of decrements

equals the queue occupancy after 1 rttsrc. This implies that any queuing will persist for 1 rttsrc,

but will be completely drained after. Since new congestion is not inflicted until the next RTT, the

fraction of time that the switch has non-zero queuing is governed by the following golden ratio:

fraction of time switch is congested =
rttsrc
rtt

(4.1)

which is always less than 1.

Note that equation 4.1 is an approximation for congestion interval since it doesn’t incorporate

tra�c load, new RPC arrivals, or multi-bottleneck scenarios. Nonetheless, one can calculate the

number of SRC packets generated at a bottleneck with it.

# of SRC pkts = # of DATA pkts⇥ rttsrc
rtt

(4.2)

Finally, equation 4.2 can be mapped to the bandwidth occupied by the SRC packets by incor-

porating the link capacity and the packet sizes:

SRC Bandwidth = C ⇥ psrc
pdata

⇥ rttsrc
rtt

(4.3)
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Figure 4.19: Simplified network topology for the theoretical analysis.

Where C is the rate at which the tra�c is flowing through the bottleneck link, psrc is the size of

SRC packets, and pdata is the size of data packets, i.e., MTU.

The bandwidth of SRC packets calculated according to equation 4.3 for the simulation in §4.5.2

is 0.37Gb/s which is within 12% of the simulation result of 0.33Gb/s. Moreover, equation 4.3 gives

0.10Gb/s for the lab setup in §4.5.5 which is within 23% of the measured value of 0.13Gb/s.

4.6.4 Bu↵er Sizing Analysis for Sub-RTT Control

Figure 4.2 shows that a reduced signaling delay such as the sub-RTT feedback primarily helps to

minimize queuing in the network as it would allow senders to detect and react to congestion much

earlier, i.e., before a large queue builds up. Therefore, I askWhat is the minimum bu↵er size a switch

should have given a feedback delay such that it can tolerate a congestion event without dropping any

packets? To explore a theoretical boundary to this question, I will assume optimal flow control and

congestion control algorithms that set the transmission rate or cwnd to the fair share immediately

after receiving the first Congestion Notification (CN) after pausing an ideal amount of time to drain

the existing congestion.

Imagine the topology in Figure 4.19 where N+1 flows are running through the same bottleneck

switch towards the receiver. Note that this topology is not necessarily a two-hop star topology. Plus,

the bottleneck switch does not need to be the last hop for this analysis. The links shown in the

figure abstract away all the other networking elements and model them as a single link since they

do not mandate flow’s transmission rate or cwnd.

Define the following:

• C: Bottleneck link capacity (i.e., bits per second)
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• tpre: Propagation delay between the senders and the bottleneck switch. Every flow may have

a di↵erent delay to the bottleneck switch, but only the largest among senders is considered for

the worst-case analysis.

• tpost: Propagation delay between the bottleneck switch and the receiver.

• ts: The serialization delay of an MTU size packet. (i.e., ts = MTU/C) The control packets

are assumed to have zero serialization delay.

• rtt = 2tpre + 2tpost + 2ts.

• rttsrc = 2tpre + ts.

• k: The minimum number of packets in a bu↵er to trigger a CN (i.e., k = CCTHRESH/MTU).

Let’s start with a simple scenario and progressively generalize the case.

2 Flow Congestion

Suppose Sender#0 is at a steady state, transmitting at the line rate without queuing at the bottle-

neck. At t = 0, Sender#1 starts at the line rate.

The first CN will be generated when the kth packet of Sender#1 arrives at the switch. Without

BTS, the CN is reflected by the receiver with ACK packets after waiting in the queue first, i.e.,

one-way-delay (OWD) for OnRamp [108]. Therefore the first CN will be observed by a sender at

t = 2tpre + 2k ⇥ ts + 2tpost. Even if the senders immediately decrease their rate or cwnd to the new

fair share, all the packets Sender#1 has sent so far are going to create queuing at the bottleneck

switch. The size of the bu↵er required to accommodate all these packets, Back, can be calculated

as:

Back = C ⇥ (2tpre + 2k ⇥ ts + 2tpost) (4.4)

In the case of Sub-RTT control, the sender will receive the first CN at t = 2tpre+k⇥ts. Therefore,

the required amount of bu↵er for accommodating the congestion becomes

Bsrc = C ⇥ (2tpre + k ⇥ ts) (4.5)

Note that Bsrc < Back and the saving for bu↵er space is C⇥(2tpost+k⇥ts). For a scenario where

C = 100Gb/s, tpre = 4µs, tpost = 1µs, k = 1, and MTU = 4000B, this saving is 29KB or 2.32µs of



CHAPTER 4. SUB-RTT CONGESTION CONTROL FOR LOWER NETWORK LATENCY 86

unnecessary queuing which corresponds to 21.8% reduction in the maximum congestion. Note that

this saving increases when a larger value of k is used. For example, as discussed in §4.6.1, network

owners may choose to use a higher CCTHRESH for tolerating the batching behavior of sender NICs.

When k is set to 16 packets, the bu↵er utilization savings increase to 89KB or 7.12µs.

N Flow Incast

This time, suppose N > k additional flows start at the line rate at t = 0 while Sender#0 is at a

steady state. Then the first CN would be emitted by the switch when the first packets of each sender

arrive at the bottleneck switch which will be observed by the senders at t = 2tpre + ts. Then,

Bincast = N ⇥ C ⇥ (2tpre + ts) = N ⇥ C ⇥ rttsrc (4.6)

Without Sub-RTT control, the first CN would be delivered to one of the senders at t = rtt

whereas other senders would receive a CN later depending on the order in which their data packets

arrive at the congested queue, which implies that Back > N ⇥ C ⇥ rtt. Therefore, the bu↵er space

required without Sub-RTT control would be more than rtt

rttsrc
times higher compared to the use of

SRC packets. Note that this is the reciprocal of the golden ratio introduced in §4.6.3, and it is

calculated as 1.28 for the numerical example given previously. This implies 21.8% bu↵er savings

with Sub-RTT control compared to traditional RTT-based control loops.



Chapter 5

Conclusions

5.1 Dissertation Takeaways

Cloud and data center applications are gaining more adoption in daily tasks. To accommodate

this increasing demand, they are developed in a more distributed fashion for scalability and with

more stringent requirements from the infrastructure to keep up. These requirements include high

bandwidth, which is addressed by deploying higher-capacity links in the network. However, there

is mostly ultra-low latency requirement as well. This requirement necessitates more sophisticated

solutions than just deploying more infrastructure. In particular, the tail latency has become the

determining factor of performance for many applications and larger scales of applications inherently

make it harder to achieve lower tail latencies.

This dissertation focuses on two locations in data centers that can impact the tail latency for the

applications: (I ) The end-host; How the incoming and outgoing packets are processed determines

how fast the data can be emitted or delivered from/to the applications. (II ) The network; How

the network resources are allocated determines how much queuing the packets experience while

traveling over the network. The first takeaway is that the latency must be minimized both at

the end-host and the network to reduce overall tail latency.

In Chapter 2, I laid out the existing literature on low-latency architectures and algorithms.

On the end-host side, o↵-loading the networking stack onto hardware is the best alternative to

eliminate non-deterministic latencies and support the ever-increasing line rates. Yet, despite decades

of research, the community has not identified a single transport protocol that performs the best for

every edge case – there is no one-size-fits-all. The innovation continues with newer congestion signals

87
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and control algorithms for further lowering the network latencies.

Then, I asked “Is there a physical limit to how much we can reduce the tail latency in a data

center?” and more importantly, “How can we reach there?” My answers to these questions are

presented in Chapter 3 and Chapter 4.

In Chapter 3, I presented nanoTransport, which o✏oads the transport layer into pipelined NIC

hardware to achieve the lowest possible packet processing latency while running at the line rate. It

adopts a one-way reliable message delivery interface that supplies ready-to-use messages to CPU

cores or an RDMA engine with orders of magnitude lower tail latencies. At the same time, nan-

oTransport utilizes a P4 programmable NIC architecture that allows data plane programmers to

implement their choice of transport protocols on hardware. The key takeaway from this work is that

it is possible to build a very high throughput (200Gb/s) NIC, with a transport layer

that is very low latency (11ns round-trip), yet is programmable to ease innovation.

Finally, in Chapter 4, I presented Bolt, which studies how to minimize tail latencies in the network

with a faster and more accurate congestion signal. First, it uses the most granular congestion signal,

i.e., precise queue occupancy, for a per-packet decision logic. Second, it minimizes the control

loop delay to its absolute minimum by generating feedback at the congested switches and sending

them directly back to the senders. Third, it hides the control loop delay by making proactive

decisions about foreseeable flow completions. As a result, cwnd is calculated as accurately and

quickly as possible, achieving more than 80% reduction in tail latency and 3⇥ improvement in tail

FCT compared to the production algorithms of Google and Alibaba. The key takeaway from this

work is that sub-RTT and precise congestion feedback – along with proactive decision-

making – is the key to fast and accurate congestion control in highly dynamic data

center environments. Fortunately, the flexibility provided by programmable switches enables

easier prototyping for such algorithms, hopefully inspiring fixed-function ASIC designers to support

such timely and accurate signals in their products in the future.

5.2 Future Directions

Given that nanoTransport reduces packet processing latency to hardware limits at the end-hosts

and Bolt reduces feedback loop delay to its absolute minimum in the network, can we say we are

done with the transport layer latency problem in data centers? The answer to this question is a big

no.

The network topologies, link capacities, hardware technologies, available compute resources, and
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the scale of data centers are changing rapidly and are likely to continue changing in the future. Each

of these factors potentially a↵ects the optimal transport protocol and congestion control algorithm

for a data center.

For example, as the available memory size and the speed to read/write to/from this

memory increases in a switch, keeping per-flow state might become feasible even for core data

center switches. Then, revisiting solutions like BFC [51] for large-scale deployments would be more

promising.

Another emerging trend is the use of optical circuit switching in data centers [105]. It

essentially forms a slow-moving circuit switch where the mirrors in the network’s core are reconfigured

rather seldom to provision direct optic links for the duration of a job, or to provision capacity to a

whole cluster. This type of switching avoids many dynamics of packet switching networks such as

switch bu↵ering and in-network packet losses, achieving close to zero fiber-to-fiber latency. Moreover,

it has the benefit of consuming much less energy than an electronic packet switch. Hence, the optimal

congestion control, flow control, or scheduling logic will need to be reexamined for such environments

in the future.

In addition to changing networking and hardware production technologies, the applications

and their networking requirements also keep evolving. For example, distributed machine

learning training and inference has recently become one of the most popular applications in mod-

ern data centers. The communication pattern and the user behavior for such machine learning

applications are unique and require special protocols and algorithms to perform well in constrained

environments. In particular, high bandwidth and low packet loss rate are the most prominent

networking requirements, instead of low tail latency, for the training tasks.

To comply with the unique requirements of ML models, the community has been training models

mainly on Infiniband-based networks. Even then, networking is considered the bottleneck for such

tasks, and community e↵ort for transport protocols with linear scale-out is needed [171]. However,

the proprietary nature of Infiniband makes infrastructure scaling slower while also making it more

di�cult to innovate on the existing infrastructure. Hence, there is likely going to be a desire to

transition to Ethernet environments, which will open up many opportunities to explore custom

transport protocols that can satisfy the specific requirements of various ML tasks while being friendly

to other low-latency applications in the data center.

Obviously, optimizing the data center transport layer only for ML applications would not be wise.

Many other applications are also mission-critical for many data centers, e.g., distributed storage or
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financial trading. Since the networking requirements of these applications are likely di↵erent from

each other, being able to adapt to the dynamic requirements of any application in real-

time plays a significant role in making sure the performance is optimized.

For example, an application that does not require its RPC request to return until some other

computation finishes locally could inform the transport protocol, so that the transport protocol would

prioritize other flows for improved overall user experience. Such a capability will likely require a

smarter interface between the applications and the transport layer. Designing this interface for wide

adoption remains to be an interesting future work.

On the other hand, the latency requirements of algorithmic trading have pushed the financial

industry toward a completely di↵erent approach. Even the nanoseconds spent for packet processing

at the NICs and switches can not be accepted when competing against other traders. Hence,

switching and routing are handled in the physical layer [86], which makes the transport layer invisible

to the network. Then, one would need to reexamine how congestion is signaled while scaling up the

trading system with such a limited budget for packet processing times.

Finally, the energy consumption of data centers increases in parallel with the rising popularity of

online applications. The electricity usage of these facilities is estimated to be approximately 3% of

the global consumption [59], a figure projected to rise significantly in the future [7, 63]. Therefore,

any improvement in the energy e�ciency of communications will be beneficial – both en-

vironmentally, and financially for network owners. In this regard, I value exploring how congestion

control, in particular, a↵ects the energy footprint of data centers as a starting point. In a preliminary

work, I showed that energy e�ciency can be increased when congestion control algorithms approxi-

mate the Shortest Remaining Processing Time First paradigm as opposed to fair resource allocation

per-flow [9]. This result suggests that we as a community should rethink our current approach to

congestion control and potentially more for substantial savings and environmental impact.

5.3 Concluding Remarks

We are still in the early days of cloud computing. The slowing of Moore’s Law and Dennard Scaling

means single-core performance is leveling o↵. New applications must be distributed across an ever-

increasing number of cores. Cloud service providers and their customers are still learning how to

develop large, and fast distributed applications that perform well on a shared infrastructure. This

trend is helped by steadily increasing network speeds. Server NICs have transitioned quickly from

10Gb/s to 25Gb/s, 100Gb/s, and now 400Gb/s. However, the benefits of “many cores and a fast



CHAPTER 5. CONCLUSIONS 91

network” are often lost because of an ine�cient NIC design, or software in the network stack.

It is therefore natural to consider o✏oading the transport layer into pipelined NIC hardware

which runs at the line rate with very low latency. Despite the performance benefits of such hardware

– i.e., higher line rates, lower latencies, and lower energy footprint – baking a particular logic on the

hardware fixes it for many years in production. Yet, the network topologies, tra�c patterns, flow

sizes, performance metrics, and performance requirements constantly evolve in data centers. One

must keep up with this evolution to extract the best performance out of data centers.

The evolution of data centers is not the enemy of us, the networking and systems people. Instead,

it is an exciting challenge for us to solve interesting and impactful problems. We should rapidly adapt

our tools and techniques to attack this challenge. This thesis demonstrates that this is possible,

without compromising throughput or latency.

Naturally, keeping up with the evolving data centers depends on having the flexibility to program

the stack and deploy tailored protocols in a relatively short period. However, some data center owners

still use fixed-function ASICs. This slows them down to try out new protocols and algorithms mainly

because it takes years to add features to the next generations of hardware and deploy them. On

the other hand, programmable networking equipment, i.e., NICs and switches, can be

deployed once; while the production logic can be modified as frequently as needed.

Given that modern programmable networking equipment is comparable to fixed-function ASICs

in terms of speed, power, and cost, the capability to innovate with rapid prototyping essentially comes

for free. Such programmable equipment is already commercially o↵-the-shelf for packet processing

at high line rates. And some large data center owners have already transitioned to such equipment,

e.g., Mount Evans IPUs at Google, Azure SmartNICs at Microsoft, and Tofino switches at Alibaba.

Hence, it is likely to have all of the networking equipment programmable in the foreseeable future.

Even if this prophecy does not come true in the future, programmability will continue to be

the primary enabler of rapid prototyping and research, especially in determining the

best network behavior for a new workload. Then fixed-function ASIC vendors will be able to

make better proven decisions about which features to support in their products.

Bolt is an excellent example to show how easy innovative prototyping can be with programmable

networking equipment. It is designed by a network owner and an academic researcher but can advise

equipment vendors about what kind of congestion mitigation features should be implemented in

future products. In addition, it suggests that there is great value in enabling network owners

to design and implement their custom designs with programmable architectures.
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NanoTransport is just a step in the direction of enabling programmability in dynamic data

centers. Similar SmartNICs are gaining adoption among large data center owners such as Google

and Microsoft. Therefore it is very timely to think about how we can innovate with them to reach the

physical lower bounds of packet processing latency while optimizing the network resource allocations.

It will certainly be very exciting to see how much further such innovations can impact our digital

experience in the future.
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